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EPIGRAPH

The problems are solved, not by giving new information,

but by arranging what we have known since long.

– Ludwig Wittgenstein, “Philosophical Investigations”
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ABSTRACT OF THE DISSERTATION

Building End-to-end Disaggregation Stack via Cross Layer Co-Design
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Modern datacenter applications’ increasing resource usage amount and diverse resource

utilization patterns challenge the datacenter systems’ design on scalability and resource effi-

ciency: workloads demand over 10× more and 110× more diverse of mixes of CPU and GPU

computation power, DRAM and SSD capacity, and network bandwidth. As a result, server-

centric scaling strands up to 55% of memory and 43% of computation capacity. Hardware

resource disaggregation emerges as a solution. High-speed fabrics such as 400 GbE and CXL

3.0 now blur the boundary between local and remote devices, allowing them to be accessed by

application transparently and effectively decouple hardware into shared pools. Unfortunately,

naı̈ve “plug-and-play” disaggregation shows immitigable performance overhead and struggles to
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make it way into real deployment.

This dissertation defends the thesis that resource disaggregation becomes practical and

performant only when resource semanticsand application intent cross traditional layer boundaries,

enabling joint optimization across the application, runtime, operating system, networking, and

hardware. We show that the dominant overheads stem from semantic mismatches across the

layers, and that aligning those semantics through co-design unlocks efficiency with reducing

94% performance overhead.

The claim is validated through three end-to-end systems:

Clio co-designs a stateless, connection-less transport with a hash-based hardware page

table, sustaining 100 Gbps and 2.5 µs median load-to-use latency while cutting energy by up to

3.4× versus CPU-centric far-memory solutions.

Mira uses static analysis and runtime profiling to classify objects, tailor a software-defined

DRAM cache, and emit remote-aware code; across data-intensive workloads it accelerates

execution by up to 18× and halves 99th-percentile latency relative to swap-based or API-driven

approaches.

NetPool pools SmartNICs at rack scale, design fairness-oriented itered scheduler with

µs-level local deflection, and drives first-hop processing over peer links; it network-traffic driven

design reduces network-device capital cost by 7.4× and boosts application throughput by 44%

under burst load.

Together, these results demonstrate that a semantic-guided, cross-layer co-design of

disaggregation stack can deliver the fine-grain flexibility without sacrificing the performance

their applications require.
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Chapter 1

Introduction

Over just the past few years the shape of datacenter workloads has shifted dramatically.

Application portfolios have exploded, and the resource mix they demand now varies by orders

of magnitude across different applications, different inputs. The compute–memory-network

ratio gap is further deepen, the change of Large-language-model workloads illustrates the point

clearly: In the past five years, one training job requires 4× more computational power, but

requires over 14× more memory capacity; Context length has grown by more than 110× , so a

single request can consume anything from a few kilobytes to multiple gigabytes of RAM, yet the

DRAM per server has risen less than 2× in the same period. Meanwhile, ever more resource

types, including tensor cores, DPUs, compress–offload engines, cohabit the same racks, each

with its own performance envelope.

With such heterogeneity and volatility, two pressures dominate datacenter design. First,

there’s a stronger need for resource efficiency. Industry studies still observe average server-side

utilization below 40–45% for memory and 20–30% for accelerator cycles. Every idle gigabyte

or tensor core wastes CAPEX and inflates OPEX through cooling and power budgets that now

rival CPU costs. Second, application execution shows a increasing requirement for elasticity and

scalability. Across applications or execution from the same application, the resource demand

swings could change for over 20×within minutes or across inputs, operators must add head-room

instantly yet reclaim it just as fast to avoid stranded capital.
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Traditional server-centric scaling forces operators to scale at the level of entire machines

even when only one resource is scarce. A video-transcoding job drags along an unneeded terabyte

of DRAM; an LLM session that is memory-heavy but compute-light hauls an idle motherboard

into the rack. Datacenter builders and tenants alike now seek to share and scale resources at far

finer granularity.

These advances invite a fresh architectural paradigm: hardware resource disaggregation.

By breaking the implicit CPU + memory + storage + accelerator bundle and leveraging RDMA,

CXL, and similar links, datacenter hardware can be reorganized into independently scalable,

failure-isolated pools. To an application, the facility appears as multiple infinite reservoirs, each

growing or shrinking on demand, unconstrained by the physical chassis that once defined a

“server.”

Three converging hardware trends make that wish plausible. High-speed, low-latency

fabrics export remote access semantics identical to local ones, erasing the programmer’s aware-

ness of device placement. Logically, the fabric becomes a new system bus: any compute node

may map remote pages, enqueue work to a GPU pool, or attach block devices with the same

instruction stream it uses for on-board peripherals.

1.1 Resource Disaggregation and Its Intrinsic Performance
Overhead

Physical-location transparency is the defining promise of resource disaggregation. Re-

gardless of the underlying hardware, interconnect, or software stack, every disaggregated platform

offers the same abstraction: a single resource pool masking physically separate devices. From

an application’s perspective, a job can acquire CPU cycles, memory capacity, or accelerators on

demand, scaling only the resource it lacks, dynamically regardless of the physical location of

resources at the runtime.

This vision contrasts sharply with the well-studied domain of distributed systems. Classic
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distribution partitions the application: developers shard datasets, replicate state machines, and

reason explicitly about partial failure. Disaggregation instead partitions the hardware substrate

beneath an unmodified application. A single run might bind to local CPU and DRAM at the

beginning, then draw extra DRAM from a remote blade at the runtime, all transparent without

altering program logic.

This abstraction enables higher resource flexibility. Because each pool scales indepen-

dently, an in-memory analytic can double its footprint by annexing remote DRAM nodes without

consuming an extra CPU cycle, while a batch job can burst onto idle CPUs cores at night without

touching the machines hot DRAM cache. Pooling also converts stranded capacity into a reservoir

large enough for contiguous allocations, pushing DRAM utilization above 87% in prototype

CXL fabrics, compared with roughly 70% in conventional clusters [105]. Finally, heterogeneity

becomes tractable: GPUs, FPGAs, compression engines, and NVRAM all surface through a

uniform interface.

However, the intrinsic performance issue prevent resource disaggregation from widely

deployed. Because the unified, homogeneous and on-demand pool is an illusion created by the

disaggregation system, even when the API is uniform, several performance penalties remain. the

most severe ones including longer latency, different granularity and limited bandwidth. Remote

DRAM, for instance, incurs hundreds of nanoseconds of wire delay and protocol overhead. At

the runtime, an application that is unaware of the fact could still use local access patterns on

remote memory, with frequent and small accesses that go against the chunked and cached remote

accesses, and magnify that cost until it dominates execution time.

The overheads surface and become an unavoidable performance penalty at three layers.

At the application level, flexibility obscures optimization opportunities: code could not

be optimized based on the resource features and performance characteristics, as the actual

underlaying hardware could change at the runtime. Within the system stack, server-centric

policies misfire and go against each other: kernels, runtimes, and caches manage duplicated

state, apply conflicting heuristics, and interpret stale metrics, all because the true hardware
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topology is hidden. At the data-center level, theoretical savings are hard to realize: scheduling

must trade off resource utilization against the performance penalty, and mismatches lead to

unused capacity or inflated and unacceptable cluster level performance drop.

Our survey of modern disaggregated memory and network systems shows that every lin-

eage wrestles with the same open question: how can we preserve the flexibility of disaggregation

while driving its overhead toward zero?

1.2 Pierce The Veil: End-to-End Disaggregation Stack

In this dissertation, we advance resource disaggregation beyond building resource com-

patible layers and embrace an end-to-end system design that spans hardware, network, operating

system, runtime, and application boundaries.

We identify the major cause behind the efficiency–performance dilemma of resource

disaggregation. The fundamental issue is a differently layers manages and utilizes the resources

in a different, locally optimized way, this behavior mismatch causes performance lost due

to friction across disaggregation layers. Using RDMA-backed memory disaggregation as an

illustrative case: the operating-system page cache migrates hot pages without regard to fabric

topology, which triggers ping-pong thrashing and moves untouched read or write data across the

fabric; NIC drivers treat every remote-memory fetch as a bulky RDMA and ignore the spatial

locality that application and CPU could exploit; user-level runtimes schedule threads under the

assumption of uniform memory model costs, and even small deviations in latency violate shared

data-structure performance optimizations that depend on low variance. No single layer behaves

incorrectly. Each of them is locally optimized. However, when combined, the stack performance

can degrade sharply.

I defend the following thesis statement: Disaggregation becomes practical and per-

formant only when resource semantics (what is a common behaves from a specific hardware

type) and application-semantic intent (why and how the application uses the resource) are
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exposed across datacenter system layer boundaries, thereby enabling joint optimizations that

span multiple layers of resource disaggregation stack.

The most important contribution of this dissertation is the insight that optimization hinges

on reducing misalignment among stack layers. To realize disaggregation effectively, the illusion

of a monolithic server cannot be created in any single layer, and layers must no longer be

optimized in isolation. For best performance, each layer should consider the behavior of the

others, which demands a full-stack design that supports cross-layer co-optimization.

We pursue this end-to-end solution by answering three questions in sequence. First,

what behaviors must cross layer boundaries and prove critical to performance optimization?

To enable co-optimization, we focus on two previously under-leveraged semantics: application

semantics and resource semantics. We analyze how each is currently handled across multiple

layers. The semantics reveal, for example, that sharing one resource can differ dramatically from

sharing another, which leads to distinct requirements for management, performance modeling,

and interconnection.

Second, how can these behaviors be extracted? This dissertation develops a general

methodology for capturing and exploiting the identified semantics. Through cross-layer profiling,

we introduce lightweight probes that correlate micro-architectural events such as LLC misses

with fabric telemetry such as queue depth and with application-level metrics such as key-value

hot-set size. Through semantic programming interfaces, we design narrow, vendor-neutral

APIs that convey resource characteristics, including memory latency sensitivity and prefetching

applicability, as well as workload hints such as access pattern and QoS class, all while hiding

proprietary hardware details. Finally, we present comprehensive analysis and comparison

techniques that quantify the impact of semantic exposure.

Last, how can the extracted behavior be used to optimize systems? We propose an

end-to-end redesign of the entire stack that aligns the behavior across stack layers, specializes for

disaggregation purposes, and deduplicates components. Duplication is removed where possible,

latency is excised from critical paths, and functionality is rescheduled across resource boundaries

5



to match the semantics uncovered earlier.

Taken together, these techniques achieve cross-layer semantic alignment: information

that the compiler extracts is understood by the runtime and enforced cooperatively by the cache

hierarchy, network transport, and resource serving device. We showcase the benefits of cross-

layer co-design with three end-to-end systems prototypes. Each system, guided by the same

principle, resolves friction between specific layers for a particular resource type and set of system

layers. Collectively, they form an end-to-end disaggregation-stack blueprint that reaches from

the application layer down to the operating system, networking substrate, and resource hardware.

Chapter 2 reviews the performance gap that arises when existing far-memory runtimes

treat applications as black boxes. Swap–based systems evict and prefetch at 4 KB page granu-

larity, causing severe read/write amplification, while API-level libraries off-load whole objects,

demanding manual refactoring and still missing future-access context. The root problem is a

semantic disconnect: the runtime sees addresses, but the compiler alone understands an appli-

cation’s data phases, lifetimes, and locality. Mira bridges this gap through a co-design of the

application layer (static analysis + profiling) and the memory-disaggregation runtime. The

compiler classifies objects and phases, emits behavior hints, and auto-generates remote-aware

code; the runtime exposes a configurable DRAM cache whose sections—size, associativity, line

width, prefetch window, and RDMA mode—are tuned to those hints. Together they slash data

amplification, hide network latency with just-in-time prefetching, and adapt on the fly as phases

shift, delivering near-local performance without developer intervention.

Chapter 3 reviews how the flexibility promised by memory disaggregation clashes with

the RDMA-centric stack beneath it. OS managed page allocation hinder dynamic allocation,

host-side page walks inject long tails, and metadata round trips stall critical paths—symptoms of

a stack tuned for local NUMA, not remote memory pools. We fix these pathologies through a

cross-layer co-design of the network transport, hardware page translation, and virtual memory

management semantics. The transport becomes a stateless, connection-less protocol; translation

is pushed into a hash-based hardware page table; every remote access is packaged as a self-
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contained request that flows through the memory node without per-client state. This re-aligned

pipeline trims tail latency, and preserves line-rate bandwidth even with thousands of concurrent

clients, demonstrating that deterministic performance emerges only when network, virtual

memory, and hardware datapath are designed together.

Chapter 4 further go beyond single application’s performance and fulfils disaggregation’s

system level performance promises. It reviews how per-host SmartNICs optimize a single

application’s packet path yet undermine rack-wide cost and tail-latency goals: each server

must size its NIC for the sum-of-peaks, so hardware sits idle in the common case, while bursty

traffic can still overflow an individual card and stall flows. NetPool restores both economic

and performance efficiency through a system-level co-design that couples a rack-scale pooling

pattern with a disaggregation control stack. The fabric connects every host to a shared bank of

SmartNICs and peers those NICs with lightweight inter-NIC links; a global controller allocates

the bulk of encryption, compression, and bandwidth units by fairness and locality, while a per-

NIC micro-controller elastically deflects spikes across the pool in microseconds. This rack-aware

data–control synergy cuts over-provisioning, smooths burst latency, and lets thousands of tenant

flows share accelerators at line rate—demonstrating that only a joint design of topology, resource

scheduler, and NIC datapath achieves both single-flow speed and fleet-wide efficiency.

Chapter 5 reviews the process of building the end-to-end resource disaggregation stack

and discuss the future directions.

Chapter 3, in part, is a reprint of the material as it appears in the 27th ACM International

Conference on Architectural Support for Programming Languages and Operating Systems.
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Chapter 4, in part, is currently being prepared for submission for publication of material.
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Chapter 2

Mira: A Progam-Behavior-Guided Far
Memory System

2.1 Introduction

As memory becomes one of the most contended hardware resources in data centers and

as more applications require huge memory to execute, a promising and popular approach is to

allow applications to use memory beyond traditional main memory, such as unused memory on

a remote server [50], disaggregated memory blades in a server or a rack [105, 72], and other

forms of slower but cheaper memory [96, 145]. Some of these non-local memory has attached

computation power (e.g., an ARM processor) [182, 143]. In this paper, we call all of them far

memory.

Because far memory is slower than local memory, existing systems have all utilized local

memory as a cache for far memory, with two approaches. The first is to transparently swap

memory pages between local and far memory [66, 18, 147, 172, 16]. These systems all suffer

from the coarse granularity of a 4 KB page, which is often larger (2.3× to 31× [36]) than what

is actually read/written by an application. Data amplification not only consumes extra network

bandwidth but could also slow down overall application performance. The second far-memory

approach is to use a new programming model or extend an existing one with new APIs for far-

memory accesses [143, 51, 164, 182]. Through explicit and precise control of what to access in

far memory, this approach reduces amplification but requires non-trivial application-programmer
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or library-writer effort.

These two approaches respectively perform optimizations dynamically by a run-time

system and statically by programmers. The former is a completely transparent system-level

approach that treats user programs as a black box, while the latter is a white-box approach that

puts the responsibility of optimization on programmers. Is it possible to overcome the drawbacks

of these approaches, harness their benefits, and even surpass their best-case performance?

Our answer lies in a program-behavior-guided far-memory approach, by exploring an

unexplored layer in far-memory research: program-analysis tools and compilers. With compilers,

we can automatically convert programs written for local memory to accessing far memory,

optimize the transferred code for better performance, and do so without any programming burden.

Program analysis can reveal information unknown to run-time systems or even programmers.

For example, it can detect indirect memory accesses like

for (i=0; i< size; i++) B[A[i]]++;. With this knowledge, a compiler can insert prefetch-

ing operations like %1=(fetch A[i+distance]) and fetch B[%1] at distance elements

ahead. In contrast, without program knowledge, a runtime-based far-memory system often

exhibits amplification or prefetching of incorrect data based on history. While static program

analysis and code optimization offer many benefits, a key limitation is their inability to incorpo-

rate run-time information, which may result in suboptimal decisions. As with prior solutions to

static approaches’ limitations [129, 81], we can leverage run-time profiling of applications and

utilize profiling outcomes to steer program analysis and compilation for far-memory systems.

We leverage program analysis, compiling, and profiling together to automate and optimize

far-memory accesses. These technologies have been extensively studied in a traditional server

setting for optimizing the performance of CPU cache and main memory [38, 95, 107, 129].

However, cache for far memory is fundamentally different in one key aspect: cache for far

memory is DRAM-based and can be controlled by software. This feature gives us a great

opportunity to customize the cache for program behavior (which we acquire from program

analysis and run-time profiling) and to generate and optimize code for far memory based on
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the customized cache configurations using a compiler. Together, they call for the co-design of

program analysis, compiler, profiling, and run-time cache systems for far memory. This co-design

opportunity also brings significant challenges: while traditional compiler optimizations target a

fixed CPU cache architecture, we need to configure our cache based on our program analysis and

profiling, and our compiler should generate and optimize code for far memory via this non-fixed

cache.

To leverage opportunities and confront challenges, our core idea is to separate the local

cache into spaces dedicated to and configured for different program behaviors. We observe that

a program often exhibits several different memory access patterns with different objects or at

different phases, and they benefit from different cache configurations. For example, sequential

accesses fit a small directly mapped cache with a cache line size of multiple consecutive data

elements, while accesses with good locality but large working sets fit a relatively large set-

associative cache. With this observation, we propose to divide the local cache into different

cache sections, each tailored to a distinct access pattern. Based on the analyzed and profiled

behavior of one program scope for one object or multiple objects with the same behavior, we

configure a cache section’s size, cache structure (e.g., set-/full- associative), cache line size,

prefetching and eviction patterns, and communication method (e.g., one-/two-sided RDMA). Our

compiler then optimizes code in that scope to best fit the configuration. Section separation allows

us to customize cache configurations for one access pattern at a time and to in turn optimize

code for one cache configuration at a time. Additionally, we decompose a whole-program-whole-

cache co-design problem into manageable per-access-pattern subproblems that we can more

precisely solve.

With this core idea, we build Mira, a far-memory system that co-designs program analysis,

compilation, a configurable cache layer, and run-time profiling. It follows an iterative approach

shown in Figure 2.1. Initially, Miraprofiles the application running on our generic swap layer to

identify scopes for analysis. For these scopes and based on analysis and profiling results, Mira

identifies objects to place in far memory, generates far-memory accessing code, and optimizes
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the code and cache configuration. Additionally, Mira identifies and compiles functions to offload

to far memory with computation power, also based on program behavior. The next iteration uses

the new configuration and code. If high overhead is detected, Miraperforms another optimization

iteration, until user-specified stopping criteria is met.

Mainly two goals: reduce the high far-memory accesss overhead; Mitigating the effect of

large scale Apart from the co-design challenge with a configurable cache, Mira confronts two

unique challenges in a far-memory environment: 1) inefficient implementation of far-memory

pointers and their dereferences will largely hurt application performance; 2) larger program

scopes and more objects need to be potentially analyzed, as far-memory accesses are slower and

local cache is larger than CPU cache. For 1), we design a novel far-memory pointer dereferencing

mechanism that is performance efficient and metadata-space efficient, by leveraging program

behavior to turn as many dereferences into native memory loads as possible. For 2), we perform

coarse-grained, cache-section-specific profiling to narrow down program scopes and objects to

those with the highest potential gain from further optimization, and we analyze and optimize

each of them while globally optimizing the partition of local cache space across them.

We implement Mira’s static parts on top of MLIR [99], a Multi-Layer Intermediate

Representation ecosystem that allows us to choose the proper abstraction levels to build our

program analysis and compiler and to support a variety of front-end programs and back-end

execution architectures. We build all run-time parts as user-level libraries. We evaluate Mira

using micro-benchmarks and three real programs: MCF [21], DataFrame [75], and GPT-2 [126]

inference [13]. We compare Mira with FastSwap [18], a kernel-level swap-based far-memory

system, Leap [16], a run-time pre-fetching solution for swap-based far-memory system, and

AIFM [143], a far-memory system with a new programming model. Our results show that Mira

outperforms these prior swap-based and programming-model-based systems by up to 18 times.

Mira is available at https://github.com/WukLab/Mira.
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2.2 Related Works

2.2.1 Existing Far-Memory Systems

Page-based far-memory swapping. A common way to build far-memory systems is via page-

based memory swapping. InfiniSwap [66] is the first RDMA-based remote memory swap

system. FastSwap [18] improves InfiniSwap’s performance with better scheduling and polling

mechanisms. Leap [16] prefetches memory pages to avoid remote-memory accesses in the

critical path based on a process’ majority access pattern. Canvas [172] and Hermit [138] are

two recent works that improve Linux’s swap system by enforcing better isolation mechanisms

in a multi-application environment and by executing non-urgent but time-consuming tasks

asynchronously. LegoOS [147] is a non-Linux based system that swaps 4 KB pages between a

compute node’s “extended cache” and disaggregated memory.

These swap-based systems all suffer from two common problems: 1) they are all 4 KB

page based. Such coarse granularity could result in huge network bandwidth wastage and reduced

application performance [36]; 2) they are all agnostic to program semantics. As we will show,

program semantics are crucial in enabling a variety of optimizations.

3PO [33] is a recent system that uses an offline process to analyze memory accesses of

oblivious applications, whose memory accesses are independent of program inputs. 3PO then

uses the analysis results to perform prefetching. 3PO still performs prefetching in 4KB-page

granularity. Moreover, it only works for completely oblivious applications.

Cache-line-based and other far-memory systems. New hardware like CXL [43] and research-

based prototypes [37, 63] enable access to far memory in cache-line size and with much faster

speed than today’s network communication. Moreover, CXL allows CPU cache misses being

directly served by a memory device connected to the CPU. Software systems on top of these

hardware technologies can utilize the high speed and/or fine access granularity to improve far-

memory performance [36, 105]. Unlike Mira, none of these existing software systems consider

program semantics or configure local cache based on program behavior. Note that even though
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Figure 2.1. Mira Overall Flow

our implementation of Mira focuses on RDMA-based remote memory, our general designs apply

to a broad definition of far memory, including CXL-based memory pools, local- or remote-node

persistent memory, and slower storage layers, because Mira’s optimizations can adapt to different

far-memory accessing speeds and computation power.

New programming models. In addition to transparent approaches, another type of far-memory

solution is introducing new far-memory-specific programming interfaces. FaRM [50, 51] and

many other RDMA-based systems [182, 164, 148] use simplified or richer APIs for programmers

to perform remote memory allocation, read, write, etc. AIFM [143] proposes a new programming

model for far memory, including remotable pointers, dereferencing scope, eviction handler,

etc. To avoid application programmers’ burden, AIFM tries to confine far-memory-specific

programming within libraries. A common limitation of these works is their burden on application

or library developers, who can also make unoptimized decisions. Moreover, these works only
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Figure 2.2. Mira Architecture

optimize their added APIs or library calls and do not analyze other program behavior for further

performance optimization opportunities. Finally, systems like AIFM incur high runtime overhead,

as each far-memory pointer dereferencing requires the manipulation of fair amounts of metadata.

2.2.2 Non-Far-Memory Optimizations

Memory accesses in a traditional, non-far-memory environment have been highly opti-

mized at various layers. However, as far as we know, there is no work that co-designs program

analysis, compiler, and a configurable cache.

Compiler and system optimizations for CPU cache. A host of compiler-level and system-

level solutions have been proposed to optimize applications’ performance on CPU caches.
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They can be roughly categorized into three types. The first transfers programs and/or data layout

to make memory accesses more cache friendly, e.g., via data structure padding, peeling, field

reordering, hot-cold code region separation, etc. [38, 95, 107]. The second allocates different

CPU cache spaces to different parts of applications. For example, CPU cache coloring assigns

different memory regions to different cache regions to avoid cache conflicts across memory

regions [181, 47]. The third guides memory-access optimizations using run-time profiling results

(i.e., PGO) [129]. For example, APT-GET [81] improves prefetching of memory accesses to the

CPU cache using profiling information collected from CPU counters.

These techniques cannot directly be used in a far-memory setting. Unlike Mira, they

do not target a software configurable cache environment, do not co-design program analysis,

compiler, and cache systems, do not work for far memory or perform any of our far-memory-

oriented optimizations, and do not support function offloading.

Software-defined and configurable cache. There have been several works proposing config-
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urable CPU cache architectures and software mechanisms to utilize such reconfigurable cache

architectures [176, 162, 102]. For example, Jenga [162] proposes to assign different parts of CPU

cache to different hierarchies (levels) based on measured cache miss curves for each application.

Lee et al.[102] build a customized cache for streaming applications based on offline analysis of

memory access traces. These solutions focus on the architecture and systems level, without the

understanding or usage of program behavior and lack compiler optimization. Moreover, they

all require non-traditional CPU cache hardware. Mira configures DRAM cache for far memory

based on program behavior, with a run-time cache system, program-analysis, compiler, and

profiling co-designed approach.

Another software-manageable cache hardware is scratchpad memory. Several works have

focused on finding good ways to schedule what data to place in the space-limited scratchpad

memory [87, 167, 156]. For example, Susu et al. [156] use static analysis and code transformation

to perform space planning on scratchpad memory for an accelerator. Unlike Mira, these works

do not configure scratchpad memory based on program behavior and instead seek good data

placement and scheduling to fit the scratchpad.

Finally, TriCache [54] proposes to customize DRAM cache using a user-space block

cache with a virtual memory interface to access fast storage devices. Unlike Mira, it does not

utilize program behavior when configuring its block cache, and its usage scenario and cache

designs are both different.

2.3 Mira Overview

folks, the figures are too busy to read... Basically, my feeling of reading the figure and S3

is that I don’t have an overaching mental model on how everything fits in a principled approach.

I feel there are a lot of rules—each rule makes sense in its own context, but are they complete

and principled? Also, how do you decide the “cuts”? as performance numbers are not binary and

dynamic – how large is a large object?
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Mira consists of program analysis tools, a compiler, a run-time system for local nodes, a

run-time system for far-memory nodes, and a profiling system. They work together to iteratively

adapt system configurations and user programs for far-memory accesses, as shown in Figure 2.1.

Figure 3.2 shows the run-time architecture of Mira. Mira takes an unmodified program as input

and generates 1) a cache configuration based on the program’s behavior and 2) a compiled code

that runs on far memory via the Mira run-time system.

Overall flow. Initially, without run-time information or program analysis, Miraconfigures the

local cache as a universal swap section and places all heap objects and static data in it (we

never use far memory for stack or code, as they are small and frequently accessed). The initial

execution works almost the same as traditional page swap-based systems, except for the profiling

code our compiler inserts. At this and each of the later profiling runs, we collect per-function

miss rate, miss latency, hit overhead (i.e., the additional latency to access data in cache over a

regular memory load), and function execution time. Additionally, we collect allocation sizes of

all data objects.

We then decide how to split cache sections (initially, only the swap section) based on

profiled per-function performance results and object sizes (§2.4.1). As each non-swap section

needs program analysis and code generation/optimization, having many of them increases the

static tools’ complexity and is often unnecessary. Thus, we identify the functions that “suffer the

most” from executing on the current cache configuration and compiled code, and we find larger

objects in them to place in their own sections for further optimization.

Figure 2.3 illustrates the type of program analysis we perform and how we use the

analysis results together with profiling results to determine various cache section configurations

(details in §2.4.2). Overall, we use lifetime analysis to determine when to start and end a section,

the amount of (batched) data accessed with profiled network performance to determine cache

line size, and memory access sequences together with profiled cache section performance to

determine cache structure. We determine the sizes of cache sections by globally optimizing the

overall performance based on each section’s profiled performance characteristics (§2.4.3). How
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is the profiling done? Is it online or offline? Will it be super expensive if you want to track every

load and store?

For code ranges in each non-swap cache section, Mira compiles code to access the cache

section or in the case of a cache miss, the far memory (§2.4.4). Mira converts memory operations

like allocation, read, and write to remotable operations at the IR level, which then is lowered

to either cache or network accesses. Afterward, we perform various code optimizations based

on program analysis and profiling results, e.g., prefetching data, batching far-memory accesses,

flushing and marking data evictable, etc. (§2.4.5). We also generate code to access different

network stacks of Mira based on program behavior (§3.4.4). Finally, we instrument the compiled

code with coarse-grained profiling operations for the next round of profiling execution.

In addition to the above, we consider per-function computation load and network traffic to

determine which functions to offload to far memory for optimal performance, and Mira generates

binaries for them (§2.4.8).

Input adaptation. To adapt our compilation and cache configurations to inputs, we invoke pro-

filing on sampled inputs. When the current compilation and cache configurations’ performance

degrades, we trigger a round of iterative code optimization in the background while the user

invocation of a program keeps using the current compilation. Each iteration uses the previous

iteration’s profiling results to potentially set a new cache configuration and generates a new

compilation. System administrators of Mira set an optimization target for each round (e.g., at

most 10 profiling-optimization iterations, or keep optimizing until no further gain is observed).

The final compilation of a round is used for subsequent invocation of the program until another

round of iterative optimization is needed. Each round of optimization converges fast, usually

in two to three iterations, and our profiling adds negligible performance overhead (§3.7). Our

iterative approach reduces analysis and optimization scopes and complexity at each iteration

while allowing for inaccuracy in one iteration to be fixed in the next one.

Overall, this sample-based input-adaptation approach has been taken by most prior

profiling-guided-optimization (PGO) works [81, 93, 158, 154, 129, 27, 94, 92] and has been
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1 edges , nodes = malloc ()

2 void traverse_graph(struct edge *edges) {

3 for (int i = 0; i < num_edges; i++)

4 update_node(edges[i], edges[i].from , edges[i].to);

5 // edges[i].from and edges[i].to point to nodes

6 }

Figure 2.4. (Simplified) Code Example of Graph Traversal.

adopted in production [140, 129, 39]. As we (§3.7) and prior works show, this approach has only

little mis-profiling overhead. This is because production workloads’ inputs change slowly [39],

and a fair amount of datacenter applications like machine learning benefit from the same sets

of optimizations regardless of their inputs [33]. Additionally, as we will show in §4.4, many of

Mira’s designs are resistant to input changes.

Targeted applications. Mira optimizes code with memory access patterns that can be inferred

from static analysis and dynamic profiling. Many datacenter applications fit this feature. Our

evaluation results show the benefits of Mira for data analytics, machine learning, and graph

processing applications (§3.7). Apart from our evaluated applications, Mira is potentially

beneficial to other types of applications such as key-value stores and event-triggered applications.

For applications or parts of an application that Mira does not optimize, we guarantee performance

that is on par with existing swap-based far-memory systems.

Note that we assume each application to have its own cache space, far memory space, and

cache runtime that are isolated from other applications. A datacenter/cloud manager can decide

the amount of local/far memory space and CPU cores assigned to each tenant (application) and

then run Mira in each tenant’s container/VM.

2.4 Mira Design

This section presents Mira’ design, including how we perform and utilize profiling, how

we configure cache sections and their sizes, how we generate and optimize remote-access code,

how we support multi-threading, different communication methods, and automated function
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Ge
ne

ric
Sw

ap

Se
cS

ep

Lin
eS

ize

St
ru

ct

Ev
ict

Pr
ef

et
ch

Local Memory Size [20% of 5.1G]

0.0

0.2

0.4

0.6

No
rm

al
ize

d 
Pe

rfo
rm

an
ce

Figure 2.6. Overall Breakdown of Edge Traverse Application

offloading. We use a simple graph traversal program shown in Figure 2.4 as the rundown example

of Mira’s major designs. It traverses an edge array sequentially and updates the edge’s source

and destination nodes in a node array. Figure 2.5 shows the overall superior performance of this

example when running on Mira as compared to FastSwap [18], Leap [16], and AIFM [143] for

all local memory sizes. Figure 2.6 summarizes the effect of Mira techniques on this example.

Here, and throughout the paper, we show relative performance that is normalized over native

execution on full local memory (i.e., no far memory).
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2.4.1 Profiling for Cache Configurations

As discussed in §4.3, to make program analysis more manageable, we leverage profiling

results to pinpoint specific segments of a program that require analysis. Moreover, profiling

results aid in identifying configurations that are challenging to determine through static analysis

alone.

Profiling mechanism. Traditional profiling that happens at the run-time system can add fairly

high-performance overhead that is not necessary for our profiling purpose. We instrument

profiling code during compilation and only profile coarse-grained cache section performance

at the function level or at allocation sites. Most of our profiling is related to a cache section’s

behavior (e.g., miss rate, miss latency, hit overhead). These metrics are collected only when a

non-native cache event happens, leaving native memory access intact and achieving lightweight

profiling.

Determining cache sections and analysis scopes 1. We leverage Mira’s overall iterative flow

to adaptively decide what data and code regions to place in a cache section, improving section

selection with each iteration. After a profiling run, Mira collects the cache overhead and execution

time of all functions. We compare the cache performance overhead across all functions and

pick the highest 10% functions to analyze. Here and throughout the paper, we define cache

performance overhead as the ratio of time spent in Mira runtime over the remaining program

execution time, where the former includes handling cache hits (e.g., cache lookup), misses (going

across the network to fetch cache lines from far memory), and evictions. When selecting a

function, we also implicitly select all its callee functions recursively for analysis. In the next

iteration, if more optimization is needed, Mira uses new profiling results to pick the highest 20%

functions to analyze, and so on (i.e., 30%, 40% in the subsequent iterations until iteration stops).

After picking functions, we further nail down the analysis scope to large objects, as they

need more space and will likely cause more cache misses. Similarly, we pick the largest 10%

objects in the first iteration. If this function still needs to be analyzed in later iterations, we pick
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Figure 2.8. Overall Breakdown of Edge Traverse Application

the largest 20% objects. Users can set their own thresholds to replace these values we use for

functions and objects. Even if we pick non-ideal objects and functions to optimize (e.g., because

of program input changes), our optimizations still improve application performance over generic

swap-based systems.

After performing an analysis of the selected functions and objects and knowing their

access patterns (§2.4.2), we group similar patterns into one section and leave different patterns

in different sections. That means multiple objects can be in one section if their access patterns

are similar, while one object can be in different sections at different times if its access pattern
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changes. Note that with the complexity and uncertainty of cache/code optimizations, separating

a cache section may worsen its functions’ performance. In this case, we roll back to the previous

iteration’s configuration.

Figure 2.7 shows the performance of Mira when not separating and separating cache

sections with the graph traversal example. We also show AIFM [143]’s performance as a

reference. Cache separation significantly improves Mira’s performance. After initial iteration,

Mira separates out two sections, one for the node array, and one for the edge array. To further

understand where the benefit of cache separation comes from, we measure the miss rate of

accessing the node array in Figure 2.8. In a joint cache, the sequentially accessed edge array

could evict the randomly accessed node array and end up taking more space than what it needs

(a few lines because of the sequentiality). After cache separation and assigning appropriate sizes

(§2.4.3) to each section, the node array’s miss rate drops by 44%-78%, while the edge array’s

miss rate stays the same. Cache separation also allows us to apply different cache structures to

each section (more in §2.4.2), which further reduces the node array’s miss rate.

2.4.2 Program Analysis for Cache Configurations

For the code regions selected using the profiling results (§2.4.1), we perform static

program analysis to infer their access patterns, including their lifetime, access sequence, access

granularity, access being read or write, and what data are often accessed together. We then

use these analysis results together with profiling results to determine various cache section

configurations to be used for the application’s execution.

Determining cache line size 2. A cache line in our system can contain one or multiple data

items. We determine the cache line size of a section based on several factors. On the one

hand, we want a cache line to be no larger than the data access granularity to avoid read/write

amplification. On the other hand, if data items are accessed contiguously, we want to enlarge the

cache line to cover as many of them as possible, as long as the line size is not bigger than what

the network can transmit efficiently at a time. This is because accesses to each cache line need to
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Figure 2.10. Effect of Cache Structures on Node Objects.

go through a relatively costly pointer dereferencing process but accesses to an offset within a

dereferenced cache line do not incur this overhead (§2.4.4). We take into consideration all these

factors when setting cache line sizes.

Figure 2.9 shows the cache performance overhead (§2.4.1) when using different cache

line sizes for the node and the edge sections. For the node array, a smaller size is better, as it

is accessed randomly. 128 bytes is the smallest size that can hold the accessed data unit. The

edge array is accessed sequentially and thus benefits from larger line sizes. The cache overhead

decreases dramatically when the line size is smaller than 2 KB because of our measured network

characteristics.
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Determining cache section structure 3. Mira currently supports three cache section structures:

directly mapped, set associative, and fully associative, following classical CPU cache architec-

tures. Future works can add other structures. As with CPU cache, full associativity has the best

utilization of cache space (i.e., no conflict miss) but has a higher run-time overhead for cache

lookup. This tradeoff shifts the other way with set associativity and then direct mapping.

To determine the structure of a cache section, we first analyze the access sequences of

the program scope for a section to estimate the potential amount of conflicts that contend for a

cache set or a direct location. If the access pattern is sequential or stride, then we use a directly

mapped cache, as there will be no conflict. Otherwise, we analyze the locality set (i.e., the entries

of data that need to live in the local cache at the same time) and addresses in the locality set. If

we cannot identify a locality set, we set the section to be fully associative. If we can find locality

sets, we infer the potential amount of conflicts when using a K-way set-associative cache and set

K accordingly.

Figure 2.10 shows the effect of using different cache structures on the node section.

When local memory is large, full associativity has a constant overhead over set associativity and

direct mapping. As local memory gets smaller, full associativity turns better than set associativity.
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Figure 2.12. Section Size Selection

Note that even though different cache structures for the node section have small differences,

choosing the right cache structure for different sections has a larger impact on performance.

2.4.3 Determining Cache Section Size

As discovered by previous far-memory systems [143, 18, 147], the amount of local cache

can largely impact far-memory system performance. Different from previous systems that only

consider the effect of total cache size for an application’s performance, we consider the effect of

each cache section’s size, as different objects and their access patterns can be affected differently

by the amount of local cache. We use sampling and profiling to determine section sizes. 4

We first sample a few sizes for each section. In each sampled run, we profile the cache

performance overhead of the section. Sequential and strided cache sections only need a small

size that can fit enough prefetched data to hide network delay. Beyond this size, the performance

of these sections would stay the same. Thus, we only need to sample very few sizes to find a

sequential/strided section’s optimal size. For other cache sections, we sample a few section sizes

as ratios of total local memory size (e.g., 20%, 40%, 60%, 80%). After acquiring the relationship

between section size and section performance for them and with our program analysis results of

section lifetime, we construct an integer linear programming (ILP) problem with the target of

minimizing the total cache overhead and the constraint that during any time, the total size of live
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sections should be no larger than the total application’s local memory space. The solution to this

ILP problem is the sizes we use for these sections.

Figure 2.11 shows different cache sections’ performance overhead when sampling differ-

ent section sizes. As the edge array is accessed sequentially, a small size can already achieve

the same performance as the full size. The node array’s accesses are indirect, and its section

cache overhead is non-linear from our sampled results. To make the section size selection

problem more interesting, we add a third array that is accessed uniformly randomly to be in

another section, which also exhibits non-linear behavior with different section sizes. Figure 2.12

shows normalized application performance when partitioning the local memory differently across

multiple sections and the partition ratios Mira’s ILP solutions give (which are the optimal ratios).

As expected, the optimal selection between node and edge arrays is to give most memory to

the non-sequentially accessed node array. The ratio between the node array and the third array

follows their sampled performance results.

2.4.4 Conversion to Remote Code

Depends on the cache configuration results, one remotable access or region could be

lower to different form.I don’t get what this actually means

Converting to remote pointers and operations. Our compiler generates explicit remote opera-

tions for objects in non-swap cache sections; swap sections run the original code. As explained

in §2.4.2 and discovered by previous API-based far-memory solutions [143], explicit remote

operations can more precisely control far-memory accesses and thereby improve application

performance. Specifically, Mira turns all pointers that point to selected objects (as in §2.4.1) in

non-swap sections to remote pointers (defined in Mira’s IR §2.5.1). It then turns allocation, load,

and store operations of these remote pointers to their corresponding remote APIs (e.g., remote

load/store, see §2.5.1). Figure 2.13 shows a simplified code converted to remote operations for

the graph-traversal example, using notations in §2.5.1.

Lowering remote operations 5. When a remote pointer is dereferenced, resolving it could
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1 @_redges , @_rnodes = remotable.alloc (..)

2
3 // parameter uses internal edge struct representation

4 remotable.func @trvs_graph_rmt (%arg0: !remotable <struct <edge >>){

5 scf.for %i = %0 to %num_edges { // scf is an MLIR dialect

6 // dereference remote pointer to local pointer

7 %1 = rmem.deref %arg0 [%0]

8 %2 = rmem.deref %1->from

9 %3 = rmem.deref %1->to

10 func.call @update_node (%1, %2, %3)

11 }

12 }

Figure 2.13. Convert to Remotable for Graph Example.

involve three steps: 1) looking up the pointer in the local cache; 2) if not found in the cache,

fetching the data from far memory to the local cache; and 3) the actual data access. The third

step is unavoidable. We perform prefetching to hide the overhead of far-memory accesses (step

2), to be discussed in §2.4.5.

We now describe how we optimize the first step of cache lookup. Normally, each cache

lookup would require a set of instructions to locate whether or not and where the pointed-to data

sits in the local cache. However, if we have already accessed a cache line and know that it is

still in the local cache, we would know its local memory address. For future accesses of any

data item in the same cache line, we can directly resolve the dereferencing by using the already

obtained local address and an offset in the cache line. In these cases, the Mira compiler converts

a remote pointer dereferencing to a native memory load instruction.

Note that the above optimization is only possible if the cache line is in the cache when

the dereferencing happens. In a single-threaded program, Mira knows from program analysis

whether or not there are any potential accesses to data that may fall into the same cache set (set-

associative) or cache slot (direct mapped) before the dereferencing site. If no such “conflicting”

accesses exist, we can safely know that the cache line will not be evicted and can perform the

above optimization for that dereferencing site. When our analysis finds conflicting accesses or is

unsure about the occurrence of conflict accesses, Mira can mark cache lines as “dont-evict” to
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1 %SEdge = rmem.cache_section {#type = "direct", #line = 2M, ...}

2 %SNode = rmem.cache_section {#type = "full", #line = 128B, ...}

3
4 func.func @trvs_graph_opt (%arg0: !remotable <struct <edge >>){

5 scf.for %i <- %0 to %num_edges step %elements_per_line {

6 // prefetch %n_ahead elements ahead from far memory

7 rmem.fetch %SEdge , %arg0 + %i + %n_ahead

8 // wait for current requested data (at %i) to be in cache

9 rmem.wait %SEdge , %arg0 + %i

10 // get corresponding phyiscal address (paddr) of cache line

11 %wide_cache_line = rmem.paddr %SEdge , %arg0 + %i

12
13 scf.for %j = %0 to %elements_per_line {

14 // directly load element in (already resolved) cache line

15 %1 = memref.load %wide_cache_line [%j]

16
17 // use later element in the line to prefetch node elements

18 %2 = memref.load %wide_cache_line [%j + %n_ahead_node]

19 // node elements may be in cache already , fetch if not

20 rmem.fetch_if_not_in_cache %SNode , %2 -> from

21 rmem.fetch_if_not_in_cache %SNode , %2 -> to

22
23 // wait for node elements to be in cache and access

24 rmem.wait %SNode , %1 -> from

25 %3 = rmem.paddr %SNode , %1 -> from

26 rmem.wait %SNode , %1 -> to

27 %4 = rmem.paddr %SNode , %1 -> to

28 func.call @update_node (%1, %3, %4)

29 }

30 // flush used %i element for eviciton hint

31 rmem.flush %SEdge , %i

32 }

33 }

Figure 2.14. Mira Optimizations for Graph Example. We show optimizations of prefetching and
eviction flush, not showing others for simplicity.
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indicate that evicting them would cause a huge overhead. Our runtime would choose to evict

them the last. When our intended dereferencing sites all finish for a dont-evict cache line, we

will remove the mark.

With these optimizations, we reduce not only the runtime overhead but also the metadata

needed for far memory. Compared to Mira, AIFM’s [143] library-based remote operation imple-

mentation has a much higher run-time overhead. AIFM needs to perform pointer dereferencing

for each remote data item (e.g., an element in a remote array), as AIFM does not perform program

analysis and cannot apply native-instruction optimizations like ours. Moreover, AIFM maintains

a significant amount of metadata for each remote pointer, e.g., a “dereferencing scope” to manage

pointer lifetime. It encounters high run-time overhead using and bookkeeping the metadata.

Mira’s analysis directly infers object lifetime and other information and uses them to compile

code as native memory instructions if possible. Mira does not need any metadata for cache lines

whose lifetime it can fully control. For example, in a loop whose accessed far-memory data can

all be prefetched and do not have cache line access conflict, we do not need to maintain or access

any metadata like cache line tags and pointers referencing to the line, all accesses are compiled

as native memory instructions.

2.4.5 Program Optimization

Apart from generating remote code, our compiler performs code optimizations in various

ways as discussed below. 6 These program-based optimizations provide benefits across different

inputs without the need for recompilation.

Adaptive prefetching. Prefetching is a common technique used to reduce the overhead of far-

memory data accesses. Previous systems [16, 34] use generic policies to determine what data

to prefetch based on run-time access history. Instead of predicting future accesses based on

run-time history, we use program analysis to determine what will be accessed in the future. For

example, for a multi-level loop over a set of memory accesses, we prefetch them based on the

loop pattern. Different from traditional CPU cache prefetching, we determine when to prefetch
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Figure 2.15. Effect of Prefetch and Eviction Hints.

based on system environments (e.g., measured network delay). Our compiler inserts prefetch

operations at the program location that is estimated to be one network round trip earlier than

actual access.

Eviction hints. From our program analysis (§2.4.2), in many cases, we can find the last access

of a data element in a program scope (e.g., a function). In these cases, our compiler inserts an

asynchronous cache-line flushing operation after the last access and marks the line as evictable.

When inserting a new cache line, we check which existing lines are marked evictable and evict

those first. As the least useful lines are marked with our program-guided hints, Mira improves

the local cache utilization. If there is no line marked as evictable, Mira uses a default LRU-like

eviction policy.

Figure 2.15 shows the benefit of adding prefetching and eviction hints in Mira when

running the graph-traversal example. Prefetching hides the latency for sequential edge accesses,

and early eviction hides the write-back overhead behind the performance critical path. For

this application, the former has a larger impact. We also evaluate Leap [16], which performs

majority-history-based prefetching. Leap only aims at capturing global access patterns and

cannot properly prefetch for an interleaved access pattern like this example. Moreover, Leap

uses the default Linux global eviction policy, not getting any benefits from program hints.

Selective transmission. A major problem with swap-based systems is their coarse far-memory
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access granularity. New programming models like AIFM [143] allow programmers to define

the exact data structures to move between local and far memory. However, programmers could

make unoptimized decisions and fetch more data from far memory than needed. For example, if

a programmer defines a large data structure as a object, AIFM fetches the entire data structure

from far memory even when only a few fields are accessed.

To solve this problem and minimize traffic between local and far memory, our approach

is to use program analysis to determine the parts in a data structure that are accessed in each

program scope (e.g., a function). We then generate code to only fetch or prefetch these parts.

Data access batching. For most networks and interconnects, one large communication event

(e.g., a message with multiple scatter-gathered data pieces) is more efficient than multiple smaller

communication events. We seek program transformation opportunities leveraging this feature. If

our program analysis identifies multiple addresses to be accessed at different locations, we batch

them into a single network message by transforming the code. For example, when we identify

two arrays to be accessed by two adjacent loops, we fuse the loops and batch access the two

arrays.

Read/write optimization. In many cases, a read-only or write-only access pattern can be lever-

aged to achieve better performance. If a loop only contains read operations, we can safely discard

the local cached objects after the loop. If it only contains writes that cover whole cache lines, we

can avoid fetching the objects from far memory.

2.4.6 Multi-Threading Support

Multi-threaded programs have non-deterministic shared memory access behavior, bring-

ing new challenges. Our solution for supporting multi-threading differs for programs that have

no shared-memory writes and those that have them. For the former, i.e., multi-threaded programs

that are shared-nothing, read-only, or have unique ownership [28], we create separated cache

sections for each thread. If multiple threads read the same data, each thread’s cache section

will have a copy of it. Thus, we could treat each cache section in isolation and apply all our
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optimizations discussed above.

We use shared cache sections for writable shared-memory multi-threading. We configure

shared sections in a conservative way: full associative with cache line size being the largest

access granularity among all accessing threads. We apply all optimizations presented in §2.4.5

except for eviction hints. Shared cache sections complicate the no-conflict analysis discussed in

§2.4.4, as static analysis alone cannot determine whether a cache line could be evicted by another

thread before it is accessed by the current thread. Instead, we mark a cache line as ”dont-evict”

from a thread’s dereferencing time until the end of the line’s lifetime in all threads. We perform

lifetime analysis for “dont-evict” cache lines by keeping the reference count for each shared

object and decreasing the count when all accesses from a thread finish.

Finally, traditional thread synchronization methods such as locks still work as is on Mira

since we never make synchronization primitives remotable, and real data accesses only occur at

local caches that are protected by traditional synchronization primitives.

2.4.7 Data Communication Methods

An important part of far-memory systems is the data communication between local and

far-memory nodes, either over the network or over a local bus/interconnect. Many prior works

have studied the benefits and use cases for one-sided communication where data is directly

read/written from/to far memory vs. two-sided communication where data is sent as messages

and far-memory nodes copy the messages to their final locations [164, 174]. These works

manually design the communication methods for specific application domains.

We decide what communication method to use for each cache section based on its access

pattern 7. If our program analysis finds that a section’s access pattern is reading/writing the entire

data structure, then we use one-sided communication for this section to directly read/write the

data structure with zero memory copy. If a section only accesses partial data structure (e.g., one

or two fields of it), then we use two-sided communication to only transfer the partial structure,

avoiding read/write amplification. To achieve this, our compiler inserts code to prepare/process a

34



message by copying from/to the partially accessed data fields.

2.4.8 Function Offloading

Certain types of far memory nodes have computation power that can execute application

code [182, 143], allowing the offloaded computation to access data in far memory locally, reduc-

ing the network transfer overhead. To exploit this benefit, existing works require programmers to

decide what computation to offload to far memory nodes and sometimes even rewrite offloaded

computation. Mira automatically determines and offloads computation to far memory in the

following program- and profiling-guided manner 8.

To reduce the program-analysis complexity, we only consider program functions as the

unit of offloading and functions that do not have shared writable data. Future work could

include functions with shared writeable data with the support of new coherence hardware like

CXL [43]. Among the candidate functions, we determine which ones to offload to far memory

based on their amount of computation and required network communication. As far-memory

nodes usually have less computation power (e.g., with a low-power ARM processor), it is more

beneficial to offload computation-light functions to far memory. Additionally, it reduces network

communication to offload functions whose accessed data are already in far memory. Thus, we

consider both factors when choosing functions to offload.

To implement function offloading, we insert code at the compute node to flush the local

cache that contains data the function accesses before invoking the function. The compute node

then calls the offloaded function with an RPC call and sends the function inputs to far memory.

After the far memory node finishes executing the offloaded function, it sends the return data to

the local side.

Currently, Mira only supports offloading to CPU-based far-memory nodes. It could

be extended to support other types of computing units by leveraging MLIR’s capability of

generating code for accelerators like GPU [90] and co-processors [7]. Similar to CPU-based

nodes, offloading decisions for accelerators could be made based on computation needs and
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data-movement overhead.

2.5 Implementation

We implement Mira’s program analysis and compiler on top of MLIR with 7.7K LOC in

C++. We implement Mira’s runtime libraries that run on the local node and far-memory node

with 12.1K LOC in C++. This section discusses some of the implementation details.

Mira currently runs on one compute and one memory node. Supporting multiple memory

nodes, or memory pooling, can be done via the integration of Mira and a distributed memory

management layer such as the one used in LegoOS [147], where Mira decides what objects and

functions to offload and the distributed memory manager decides which memory node to offload

them to.

2.5.1 Far-Memory MLIR Abstractions

MLIR. MLIR (Multi-Level Intermediate Representation) [99] is a compiler ecosystem that

allows multiple abstractions at different levels. Each abstraction is called a dialect. Currently,

MLIR supports tens of dialects for common operations, such as memory accesses, control flow,

arithmetic, machine learning, and LLVM [10]. We choose to build our compiler in the MLIR

ecosystem because it supports multiple frontend languages and backend architectures. Moreover,

it allows us to easily add various far-memory abstractions and code optimizations as dialects at

different layers while reusing existing MLIR dialects and their optimizations. Note that Mira

analyzes and optimizes all libraries whose source code is available (e.g., C++ STL), in the same

way as application programs. We run pre-compiled library calls on our generic swap cache.

We add two new MLIR dialects for far memory:

. The dialect defines a new abstraction for data objects in non-swap cache sections and for

functions that can be offloaded. Lines 1 and 4 in Figure 2.13 shows the allocation of a object

and the definition of a function.

. The dialect defines operations to access and manipulate objects and functions, including two
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main types. The first is basic object accesses such as load and store, by extending traditional

pointer operations and memref [11] operations in MLIR to work with objects. For example, lines

7 and 8 in Figure 2.13 perform memory loading from objects %arg0[%0] and %1. The second

type is code optimizations such as prefetch. For example, lines 7 and 9 in Figure 2.14 perform

an asynchronous fetch of an object to be accessed in a future loop iteration and blocking wait

the data needed for the current iteration.

2.5.2 Static Analysis and Code Generation

We now discuss how we analyze programs and generate code with the and dialects.

Our analysis is sound, as we trade completeness for correctness and fast analysis time. There

could be rare cases where our analysis cannot infer (i.e., “undecidable”), and we avoid their

optimizations.

Implementing and

We now discuss how we implement and abstractions.

Converting to and . Mira identifies data objects to place in far memory based on analysis

explained in §2.4.1 and turn them into objects. If a field in a structure is identified, we turn

the whole structure into . Afterward, Mira finds all pointers pointing to objects via forward

dataflow analysis (lattice static-single-assignment, or SSA-based, analysis [8]) and type-based

alias analysis [48]. These pointers all become pointers, and we convert the original memory

accesses to the corresponding operations.

Afterward, we perform an SSA-based backward analysis to find all the functions where

an pointer is passed as a parameter. If a function only accesses objects, stack variables, and

heap variables allocated and released within the function scope, then we mark the function as .

Note that the same function may be called with a non-remote pointer (i.e., pointing to a local

object). In this case, we create another version of the function definition that is not .

As the above backward and forward analysis involves the whole program, we avoid
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invoking them as much as possible by storing analysis results, including the relationships

between functions and objects and each function’s references to objects. Later compiler

optimizations could reuse these results without going through the costly whole-program analysis

again.

Implementing .alloc. We use the combination of a local allocator and a remote allocator to

implement the allocation of memory space on the far memory node. The remote allocator

works like a low-level systems allocator (e.g., mmap in Linux) and performs the actual memory

allocation at far memory. The local allocator acquires allocated far-memory addresses from the

remote allocator and buffers the addresses locally; so it works like an allocator in a language

library (e.g., malloc in clib). When a .alloc is called, the local allocator first checks if there is a

buffered memory address range that is no smaller than the allocated size. If so, it directly assigns

one to the allocation site. Otherwise, it asks the remote allocator for more addresses. As the

allocated addresses are the virtual memory addresses at a far-memory node, our RDMA-based

network stack can use them to perform one-sided accesses directly (§3.4.4).

Loading an pointer from far memory. We now explain how Mira dereferences an pointer.

Initially, an pointer has the value of an allocated far-memory address for a remotable memory

space. When an .load happens, Mira first checks if the data the pointer points to has been

fetched to the local cache already by searching for the far-memory address in the designated local

cache section. If not, Mira fetches the data object from far memory and places it in the section.

For the next step of this case or for the cache-hit case, we set the section ID and the offset of the

object within the section as the value of the pointer, with the former occupying the highest 16

bits and the latter occupying the lower 48 bits.After fetching or a cache hit, we generate a cache

token that contains the section ID and the offset of this object within the corresponding section.

The token can be reused to avoid repetitive mapping from a far-mem remote address to a cache

line slot within a local section. Then to access the actual data, we map the section ID and offset

to the virtual memory address of this cache line plus an offset within the line. This is the virtual

memory address seen by the local node MMU, which performs the actual memory access. The
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Figure 2.16. DataFrame Performance.
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Figure 2.17. GPT2 Performance.

Mira compiler generates corresponding code for all the above steps during compilation.

Pointers to both local and objects. An pointer could be set to point to a object or a local

object at runtime in different executions (e.g., based on an if condition). A potential problem

of such cases is that the pointer will have a normal memory address when pointing to a local

object but address constructed as section ID and offset when pointing to a object. If we use

the same process to dereference an pointer by locating the cache section and offset, accesses

to local objects would be wrong. To solve this problem, we use a simple method: reserving a

dummy, non-existent cache section (section 0, as the highest 16 bits for normal addresses are 0)

to represent all pointers that point to local objects. When Mira finds a cache section ID zero
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Figure 2.18. MCF Performance.
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Figure 2.19. Runtime Overhead.

during dereferencing, it treats it as a local object and maps it to the proper local address.

Generating offloaded function binaries. At compile time, Mira turns accesses within the

offloaded function into raw memory accesses and pointers into raw pointers, as the function will

run on the node that contains the objects. The pointer addresses will be assigned by the remote

allocator in the remote virtual address space. On the local node side, we implement the call

of a function as an RPC call. To ensure that a function sees the up-to-date objects during its

execution, we flush all cached objects that the function accesses to far-memory before calling

the function.
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Behavior Analysis

For the performance-critical sections we identified, Miraperforms a detailed analysis of

memory operations, concerning the range of addresses that will be accessed in each section.

We use memory dependency analysis [125] together with scalar evolution [32] to reason about

memory accesses and their patterns within a code block (access address sequence, granularity,

read/write, possible batching). We further analyze memory accesses across code blocks and

function boundaries. For example, if addresses touched within a basic block suggest certain

locality, we can batch multiple pointer dereferences within that block to reduce the runtime

overhead. If this block happens to be the body of a loop, the address representation at the loop

level will guide our prefetch optimization and reveal batching opportunities across iterations.

2.5.3 Cache Section Implementation

Fully-associative cache. We maintain remote-address-to-physical-address maps and a list of

available free physical cache lines for fully associative caches. The former is used for cache

lookup, while the latter is used for cache insertion. For our compiler-inserted prefetch and

eviction hints, we implement the actual operations in our runtime. Additionally, we implement

an approximation of LRU eviction using active and inactive lists for when an on-demand eviction

is needed.

Swap-based cache section. Different from other sections that use compiler-generated code for

cache accesses, the swap cache transparently executes the original code via our implemented

user-space swap system (on top of Linux userfaultfd [24]). The line size in the swap cache is

4 KB, consistent with OS default page size. Miramanages a physical page pool in RDMA region

for the swap section. Unlike other sections, the mapping between virtual addresses to physical

pages in the swap section is dynamic. Mira sets up, tears down, or changes mappings when there

are userfaultfd events, prefetching operations, or eviction hints. Mira evicts a page based on

an approximate global LRU policy.
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2.6 Evaluation

We evaluate Mira on a Cloudlab [42] cluster of eight c6220 servers, each equipped with

two 8-core Intel Xeon E5-2560 CPUs (2.6 GHz), 64 GB RAM, and a 50 Mellanox FDR-CX3

NIC with 50 Infiniband network.

Applications. We select three applications to evaluate Mira: DataFrame, MCF, and GPT-2

inference, representing common code patterns (e.g., data access pattern, threading model, etc.)

and common datacenter application types (data analytic, ML inference, graph processing), being

open sourced, and having fairly large memory consumption.

DataFrame [75] is a data analytic system written in 24.3K LOC C++. The Dataframe

system provides a set of data analytic operations, such as filtering, grouping, etc., on a collection

of named columns called a DataFrame. When operating on large data sets, DataFrame can be

both compute and memory intensive, making it a good candidate for far memory.

GPT-2 [126, 153] is a transformer-based [168] large language machine-learning model

with 100M to 1.5B parameters. We perform GPT-2 inference on ONNX [13], an open AI

ecosystem that is compatible with MLIR [12]. The MLIR representation of GPT-2 inference on

ONNX has more than 36K lines of code. We run this inference on sequences of 256-token length

with a batch size of 64 in a CPU-based far memory environment. Both industry and academia

have adopted the use of CPU to perform large machine learning model inference [106, 9, 130],

as GPU is not always available (e.g., in serverless computing services). A common technique

used by transformer inference is to cache computed values called keys and values to avoid

recomputation for better inference latency. Key-value caches consume device memory that can

be several times bigger than the model itself [136]. Instead of manually figuring out what data to

place in far memory, Mira automatically identifies key-value data for far memory.

MCF [21] is a benchmark from the SPEC 2006 benchmark suites [71]. MCF is derived

from a program used for single-depot vehicle scheduling in public transportation and performs

graph-based computation. It is written in C and contains 1.8K LOC. Even though MCF is a
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Figure 2.20. Iterative Optimization with Applications.

smaller application than DataFrame and GPT-2 inference, it is representative of graph-processing

applications that are common in data centers and can benefit from far memory.

Systems in comparison. We compare Mira to three systems: AIFM [143], FastSwap [18], and

Leap [16]. AIFM is a far-memory system that introduces a new programming model. We use

AIFM’s DataFrame implementation for DataFrame and its array library for MCF. FastSwap is a

Linux-based optimized swap system for far memory. Leap is a Linux-based swap system that

performs majority-based prefetching.

2.7 Discussion

Tiered memory hierarchy. Even though our implementation of Mira focuses on RDMA-based

remote memory, our general designs apply to a broad definition of far memory, including CXL-

based memory pools, local- or remote-node persistent memory, and slower storage layers. In

general, these technologies could form a tiered memory hierarchy, where accesses to each tier

could have a different interface and performance characteristics. Mira’s optimizations are guided

by far-memory accessing speed and computation power, besides static and dynamic program

behaviors. Thus, it could be extended to support and benefit other layers in tiered memory.

Distributed support. Mira currently runs on one compute and one memory node. Supporting

multiple memory nodes, or memory pooling, can be done via the integration of Mira and a
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distributed memory management layer such as the one used in LegoOS [147], where Mira

decides what objects and functions to offload and the distributed memory manager decides which

memory node to offload them to. Enabling multiple compute nodes is more complex, especially

when they share memory. On the one hand, we need to perform profiling and code optimization

in a cross-client-aware manner. On the other hand, the compiler and runtime need to handle

distributed synchronization and cache coherence.

2.8 Conclusion

We presented Mira, a far-memory platform that co-designed program analysis, compiler,

run-time profiling, and run-time systems. By leveraging the unique opportunities of far-memory

environments and by overcoming challenges, we show that Mira significantly outperforms

existing far-memory systems.
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Chapter 3

Clio: A Hardware-Software Co-Designed
Disaggregated Memory System

3.1 Introduction

Modern datacenter applications like graph computing, data analytics, and deep learning

have an increasing demand for access to large amounts of memory [18]. Unfortunately, servers

are facing memory capacity walls because of pin, space, and power limitations [73, 80, 177].

Going forward, it is imperative for datacenters to seek solutions that can go beyond what a (local)

machine can offer, i.e., using remote memory. At the same time, datacenters are seeing the needs

from management and resource utilization perspectives to disaggregate resources [161, 170,

40]—separating hardware resources into different network-attached pools that can be scaled

and managed independently. These real needs have pushed the idea of memory disaggregation

(Memory Disaggregation for short): organizing computation and memory resources as two

separate network-attached pools, one with compute nodes (CNs) and one with memory nodes

(MNs).

So far, Memory Disaggregation researches have all taken one of two approaches: build-

ing/emulating MNs using regular servers [143, 66, 18, 147, 121] or using raw memory devices

with no processing power [164, 109, 110, 72]. The fundamental issues of server-based ap-

proaches such as RDMA-based systems are the monetary and energy cost of a host server and

the inherent performance and scalability limitations caused by the way NICs interact with the
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host server’s virtual memory system. Raw-device-based solutions have low costs. However,

they introduce performance, security, and management problems because when MNs have no

processing power, all the data and control planes have to be handled at CNs [164].

Server-based MNs and MNs with no processing power are two extreme approaches of

building MNs. We seek a sweet spot in the middle by proposing a hardware-based Memory

Disaggregation solution that has the right amount of processing power at MNs. Furthermore, we

take a clean-slate approach by starting from the requirements of Memory Disaggregation and

designing a Memory Disaggregation-native system.

We built Clio, a hardware-based disaggregated memory system. Clio includes a CN-side

user-space library called Clio Libarary and a new hardware-based MN device called Clio Memory

Board. Multiple application processes running on different CNs can allocate memory from the

same Clio Memory Board, with each process having its own remote virtual memory address

space. Furthermore, one remote virtual memory address space can span multiple Clio Memory

Boards. Applications can perform byte-granularity remote memory read/write and use Clio’s

synchronization primitives for synchronizing concurrent accesses to shared remote memory .

A key research question in designing Clio is how to use limited hardware resources

to achieve 100 Gbps, microsecond-level average and tail latency for TBs of memory and

thousands of concurrent clients? These goals are important and unique for Memory Disag-

gregation. A good Memory Disaggregation solution should reduce the total CapEx and OpEx

costs compared to traditional non-disaggregated systems and thus cannot afford to use large

amounts of hardware resources at MNs. Meanwhile, remote memory accesses should have high

throughput and low average and tail latency, because even after caching data at CN-local memory,

there can still be fairly frequent accesses to MNs and the overall application performance can be

impacted if they are slow [57]. Finally, unlike traditional single-server memory, a disaggregated

MN should allow many CNs to store large amounts of data so that we only need a few of them

to reduce costs and connection points in a cluster. How to achieve each of the above cost,

performance, and scalability goals individually is relatively well understood. However, achieving
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all these seemingly conflicting goals simultaneously is hard and previously unexplored.

Our main idea is to eliminate state from the MN hardware. Here, we overload the

term “state elimination” with two meanings: 1) the MN can treat each of its incoming requests

in isolation even if requests that the client issues can sometimes be inter-dependent, and 2)

the MN hardware does not store metadata or deals with it. Without remembering previous

requests or storing metadata, an MN would only need a tiny amount of on-chip memory that

does not grow with more clients, thereby saving monetary and energy cost and achieving great

scalability. Moreover, without state, the hardware pipeline can be made smooth and performance

deterministic. A smooth pipeline means that the pipeline does not stall, which is only possible

if requests do not need to wait for each other. It can then take one incoming data unit from the

network every fixed number of cycles (1 cycle in our implementation), achieving constantly high

throughput. A performance-deterministic pipeline means that the hardware processing does not

need to wait for any slower metadata operations and thus has bounded tail latency.

Effective as it is, can we really eliminate state from MN hardware? First, as with any

memory systems, users of a disaggregate memory system expect it to deliver certain reliability

and consistency guarantees (e.g., a successful write should have all its data written to remote

memory, a read should not see the intermediate state of a write, etc.). Implementing these

guarantees requires proper ordering among requests and involves state even on a single server.

The network separation of disaggregated memory would only make matters more complicated.

Second, quite a few memory operations involve metadata, and they too need to be supported

by disaggregated memory. Finally, many memory and network functionalities are traditionally

associated with a client process and involve per-process/client metadata (e.g., one page table per

process, one connection per client, etc.). Overcoming these challenges require the re-design of

traditional memory and network systems.

Our first approach is to separate the metadata/control plane and the data plane, with the

former running as software on a low-power ARM-based SoC at MN and the latter in hardware at

MN. Metadata operations like memory allocation usually need more memory but are rarer (thus
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not as performance critical) compared to data operations. A low-power SoC’s computation speed

and its local DRAM are sufficient for metadata operations. On the other hand, data operations

(i.e., all memory accesses) should be fast and are best handled purely in hardware. Even though

the separation of data and control plane is a common technique that has been applied in many

areas [65, 97, 133], a separation of memory system control and data planes has not been explored

before and is not easy, as we will show in this paper.

Our second approach is to re-design the memory and networking data plane so that most

state can be managed only at the CN side. Our observation here is that the MN only responds to

memory requests but never initiates any. This CN-request-MN-respond model allows us to use a

custom, connection-less reliable transport protocol that implements almost all transport-layer

services and state at CNs, allowing MNs to be free from traditional transport-layer processing.

Specifically, our transport protocol manages request IDs, transport logic, retransmission buffer,

congestion, and incast control all at CNs. It provides reliability by ordering and retrying an entire

memory request at the CN side. As a result, the MN does not need to worry about per-request

state or inter-request ordering and only needs a tiny amount of hardware resources which do not

grow with the number of clients.

With the above two approaches, the hardware can be largely simplified and thus cheaper,

faster, and more scalable. However, we found that complete state elimination at MNs is neither

feasible nor ideal. To ensure correctness, the MN has to maintain some state (e.g., to deal with

non-idempotent operations). To ensure good data-plane performance, not every operation that

involves state should be moved to the low-power SoC or to CNs. Thus, our approach is to

eliminate as much state as we can without affecting performance or correctness and to carefully

design the remaining state so that it causes small and bounded space and performance overhead.

For example, we perform paging-based virtual-to-physical memory address mapping and

access permission checking at the MN hardware pipeline, as these operations are needed for every

data access. Page table is a kind of state that could potentially cause performance and scalability

issues but has to be accessed in the data path. We propose a new overflow-free, hash-based page
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table design where 1) all page table lookups have bounded and low latency (at most one DRAM

access time in our implementation), and 2) the total size of all page table entries does not grow

with the number of client processes. As a result, even though we cannot eliminate page table

from the MN hardware, we can still meet our cost, performance, or scalability requirements.

Another data-plane operation that involves metadata is page fault handling, which is a

relatively common operation because we allocate physical memory on demand. Today’s page

fault handling process is slow and involves metadata for physical memory allocation. We propose

a new mechanism to handle page faults in hardware and finish all the handling within bounded

hardware cycles. We make page fault handling performance deterministic by moving physical

memory allocation operations to software running at the SoC. We further move these allocation

operations off the performance-critical path by pre-generating free physical pages to a fix-sized

buffer that the hardware pipeline can pull when handling page faults.

We prototyped Clio Memory Board with a small set of Xilinx ZCU106 MPSoC FPGA

boards [178] and built three applications using Clio: a FaaS-style image compression utility, a

radix-tree index, and a key-value store. We compared Clio with native RDMA, two RDMA-

based disaggregated/remote memory systems [164, 85], a software emulation of hardware-based

disaggregated memory [147], and a software-based SmartNIC [116]. Clio scales much better

and has orders of magnitude lower tail latency than RDMA, while achieving similar throughput

and median latency as RDMA (even with the slower FPGA frequency in our prototype). Clio

has 1.1× to 3.4× energy saving compared to CPU-based and SmartNIC-based disaggregated

memory systems and is 2.7× faster than SmartNIC solutions. Clio is publicly available at

https://github.com/WukLab/Clio.

3.2 Goals and Related Works

Resource disaggregation separates different types of resources into different pools, each

of which can be independently managed and scaled. Applications can allocate resources from
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any node in a resource pool, resulting in tight resource packing. Because of these benefits,

many datacenters have adopted the idea of disaggregation, often at the storage layer [52, 40,

170, 20, 19, 17, 160]. With the success of disaggregated storage, researchers in academia and

industry have also sought ways to disaggregate memory (and persistent memory) [109, 26, 79,

110, 147, 148, 128, 164, 143, 18, 66, 171, 122]. Different from storage disaggregation, Memory

Disaggregation needs to achieve at least an order of magnitude higher performance and it should

offer a byte-addressable interface. Thus, Memory Disaggregation poses new challenges and

requires new designs. This section discusses the requirements of Memory Disaggregation and

why existing solutions cannot fully meet them.

3.2.1 Memory Disaggregation Design Goals

In general, Memory Disaggregation has the following features, some of which are hard

requirements while others are desired goals.

R1: Hosting large amounts of memory with high utilization. To keep the number of memory

devices and total cost of a cluster low, each MN should host hundreds GBs to a few TBs of

memory that is expected to be close to fully utilized. To most efficiently use the disaggregated

memory, we should allow applications to create and access disjoint memory regions of arbitrary

sizes at MN.

R2: Supporting a huge number of concurrent clients. To ensure tight and efficient resource

packing, we should allow many (e.g., thousands of) client processes running on tens of CNs to

access and share an MN. This scenario is especially important for new data-center trends like

serverless computing and microservices where applications run as large amounts of small units.

R3: Low-latency and high-throughput. We envision future systems to have a new memory

hierarchy, where disaggregated memory is larger and slower than local memory but still faster

than storage. Since Memory Disaggregation is network-based, a reasonable performance target

of it is to match the state-of-the-art network speed, i.e., 100 Gbps throughput (for bigger requests)

and sub-2 µs median end-to-end latency (for smaller requests).
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R4: Low tail latency. Maintaining a low tail latency is important in meeting service-level

objectives (SLOs) in data centers. Long tails like RDMA’s 16.8 ms remote memory access can

be detrimental to applications that are short running (e.g., serverless computing workloads) or

have large fan-outs or big DAGs (because they need to wait for the slowest step to finish) [45].

R5: Protected memory accesses. As an MN can be shared by multi-tenant applications running

at CNs, we should properly isolate memory spaces used by them. Moreover, to prevent buggy

or malicious clients from reading/writing arbitrary memory at MNs, we should not allow the

direct access of MNs’ physical memory from the network and MNs should check the access

permission.

R6: Low cost. A major goal and benefit of resource disaggregation is cost reduction. A good

Memory Disaggregation system should have low overall CapEx and OpEx costs. Such a system

thus should not 1) use expensive hardware to build MNs, 2) consume huge energy at MNs, and

3) add more costs at CNs than the costs saved at MNs.

R7: Flexible. With the fast development of datacenter applications, hardware, and network, a

sustainable Memory Disaggregation solution should be flexible and extendable, for example,

to support high-level APIs like pointer chasing [143, 15], to offload some application logic to

memory devices [143, 149], or to incorporate different network transports [119, 70, 23] and

congestion control algorithms [98, 151, 108].

3.2.2 Server-Based Disaggregated Memory

Memory Disaggregation research so far has mainly taken a server-based approach by

using regular servers as MNs [66, 18, 171, 147, 143, 121, 50], usually on top of RDMA. The

common limitation of these systems is their reliance on a host server and the resulting CPU

energy costs, both of which violate R6.

RDMA is what most server-based Memory Disaggregation solutions are based on, with some

using RDMA for swapping memory between CNs and MNs [66, 18, 171] and some using RDMA

for explicitly accessing MNs [143, 121, 50]. Although RDMA has low average latency and high
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throughput, it has a set of scalability and tail-latency problems.

A process (PM) running at an MN needs to allocate memory in its virtual memory address

space and register the allocated memory (called a memory region, or MR) with the RDMA

NIC (RNIC). The host OS and MMU set up and manage the page table that maps PM’s virtual

addresses (VAs) to physical memory addresses (PAs). To avoid always accessing host memory for

address mapping, RNICs cache page table entries (PTEs), but when more PTEs are accessed than

what this cache can hold, RDMA performance degrades significantly (Figure 3.5 and [50, 165]).

Similarly, RNICs cache MR metadata and incur degraded performance when the cache is full.

Thus, RDMA has serious performance issues with either large memory (PTEs) or many disjoint

memory regions (MRs), violating R1. Moreover, RDMA uses a slow way to support on-demand

allocation: the RNIC interrupts the host OS for handling page faults. From our experiments, a

faulting RDMA access is 14100× slower than a no-fault access (violating R4).

To mitigate the above performance and scalability issues, most RDMA-based systems

today [50, 165] preallocate a big MR with huge pages and pin it in physical memory. This results

in inefficient memory space utilization and violates R1. Even with this approach, there can still

be a scalability issue (R2), as RDMA needs to create at least one MR for each protection domain

(i.e., each client).

In addition to problems caused by RDMA’s memory system design, reliable RDMA, the

mode used by most Memory Disaggregation solutions, suffers from a connection queue pair

(QP) scalability issue, also violating R2. Finally, today’s RNICs violate R7 because of their rigid

one-sided RDMA interface and the close-sourced, hardware-based transport implementation.

Solutions like 1RMA [151] and IRN [118] mitigate the above issues by either onloading part of

the transport back to software or proposing a new hardware design.

LegoOS [147], our own previous work, is a distributed operating system designed for resource

disaggregation. Its MN includes a virtual memory system that maps VAs of application processes

running at CNs to MN PAs. Clio’s MN performs the same type of address translation. However,

LegoOS emulates MN devices using regular servers and we built its virtual memory system
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in software, which has a stark difference from a hardware-based virtual memory system. For

example, LegoOS uses a thread pool that handles incoming memory requests by looking up a

hash table for address translation and permission checking. This software approach is the major

performance bottleneck in LegoOS (§3.7), violating R3. Moreover, LegoOS uses RDMA for its

network communication hence inheriting its limitations.

3.2.3 Physical Disaggregated Memory

One way to build Memory Disaggregation without a host server is to treat it as raw,

physical memory, a model we call PDM. The PDM model has been adopted by a set of coherent

interconnect proposals [59, 44], HPE’s Memory-Driven Computing project [72, 53, 169, 74]. A

recent disaggregated hashing system [184] and our own recent work on disaggregated key-value

systems [164] also adopt the PDM model and emulate remote memory with regular servers. To

prevent applications from accessing raw physical memory, these solutions add an indirection

layer at CNs in hardware [59, 44] or software [164, 184] to map client process VAs or keys to

MN PAs.

There are several common problems with all the PDM solutions. First, because MNs in

PDM are raw memory, CNs need multiple network round trips to access an MN for complex

operations like pointer chasing and concurrent operations that need synchronization [164],

violating R3 and R7. Second, PDM requires the client side to manage disaggregated memory.

For example, CNs need to coordinate with each other or use a global server [164] to perform tasks

like memory allocation. Non-MN-side processing is much harder, performs worse compared to

memory-side management (violating R3), and could even result in higher overall costs because

of the high computation added at CNs (violating R6). Third, exposing physical memory makes

it hard to provide security guarantees (R5), as MNs have to authenticate that every access is to a

legit physical memory address belonging to the application. Finally, all existing PDM solutions

require physical memory pinning at MNs, causing memory wastes and violating R1.

In addition to the above problems, none of the coherent interconnects or HPE’s Memory-
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Driven Computing have been fully built. When they do, they will require new hardware at all

endpoints and new switches. Moreover, the interconnects automatically make caches at different

endpoints coherent, which could cause performance overhead that is not always necessary

(violating R3).

Besides the above PDM works, there are also proposals to include some processing

power in between the disaggregated memory layer and the computation layer. soNUMA [123] is

a hardware-based solution that scales out NUMA nodes by extending each NUMA node with a

hardware unit that services remote memory accesses. Unlike Clio which physically separates

MNs from CNs across generic data-center networks, soNUMA still bundles memory and CPU

cores, and it is a single-server solution. Thus, soNUMA works only on a limited scale (violating

R2) and is not flexible (violating R7). MIND [103], a concurrent work with Clio, proposes to

use a programmable switch for managing coherence directories and memory address mappings

between compute nodes and memory nodes. Unlike Clio which adds processing power to every

MN, MIND’s single programmable switch has limited hardware resources and could be the

bottleneck for both performance and scalability.

3.3 Clio Overview

Clio co-designs software with hardware, CNs with MNs, and network stack with virtual

memory system, so that at the MN, the entire data path is handled in hardware with high

throughput, low (tail) latency, and minimal hardware resources. This section gives an overview

of Clio’s interface and architecture (Figure 3.2).

3.3.1 Clio Interface

Similar to recent Memory Disaggregation proposals [143, 22], our current implementa-

tion adopts a non-transparent interface where applications (running at CNs) allocate and access

disaggregated memory via explicit API calls. Doing so gives users opportunities to perform

application-specific performance optimizations. By design, Clio’s APIs can also be called by a
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1 /* Alloc one remote page. Define a remote lock */

2 #define PAGE_SIZE (1<<22)

3 void *remote_addr = ralloc(PAGE_SIZE );

4 ras_lock lock;

5
6 /* Acquire lock to enter critical section.

7 Do two AYSNC writes then poll completion. */

8 void thread1(void *) {

9 rlock(lock);

10 e[0]= rwrite(remote_addr , local_wbuf1 ,len , ASYNC );

11 e[1]= rwrite(remote_addr+len , local_wbuf2 ,len , ASYNC );

12 runlock(lock);

13 rpoll(e, 2);

14 }

15
16 /* Synchronously read from remote */

17 void thread2(void *) {

18 rlock(lock);

19 rread(remote_addr , local_rbuf , len , SYNC);

20 runlock(lock);

21 }

Figure 3.1. Example of Using Clio.

runtime like the AIFM runtime [143] or by the kernel/hardware at CN like LegoOS’ pCompo-

nent [147] to support a transparent interface and allow the use of unmodified user applications.

We leave such extension to future work.

Apart from the regular (local) virtual memory address space, each process has a separate

Remote virtual memory Address Space (RAS for short). Each application process has a unique

global PID across all CNs which is assigned by Clio when the application starts. Overall,

programming in RAS is similar to traditional multi-threaded programming except that memory

read and write are explicit and that processes running on different CNs can share memory in the

same RAS. Figure 3.1 illustrates the usage of Clio with a simple example.

An application process can perform a set of virtual memory operations in its RAS,

including ralloc, rfree, rread, rwrite, and a set of atomic and synchronization primitives

(e.g., rlock, runlock, rfence). ralloc works like malloc and returns a VA in RAS. rread

and rwrite can then be issued to any allocated VAs. As with the traditional virtual memory
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Figure 3.2. Clio Architecture.

interface, allocation and access in RAS are in byte granularity. We offer synchronous and

asynchronous options for ralloc, rfree, rread, and rwrite.

Intra-thread request ordering. Within a thread, synchronous APIs follow strict ordering. An

application thread that calls a synchronous API blocks until it gets the result. Asynchronous APIs

are non-blocking. A calling thread proceeds after calling an asynchronous API and later calls

rpoll to get the result. Asynchronous APIs follow a release order. Specifically, asynchronous

APIs may be executed out of order as long as 1) all asynchronous operations before a rrelease

complete before the rrelease returns, and 2) rrelease operations are strictly ordered. On

top of this release order, we guarantee that there is no concurrent asynchronous operations with

dependencies (Write-After-Read, Read-After-Write, Write-After-Write) and target the same

page. The resulting memory consistency level is the same as architecture like ARMv8 [25]. In

addition, we also ensure consistency between metadata and data operations, by ensuring that

potentially conflicting operations execute synchronously in the program order. For example,

if there is an ongoing rfree request to a VA, no read or write to it can start until the rfree

finishes. Finally, failed or unresponsive requests are transparently retried, and they follow the

same ordering guarantees.

Thread synchronization and data coherence. Threads and processes can share data even when

they are not on the same CN. Similar to traditional concurrent programming, Clio threads can
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use synchronization primitives to build critical sections (e.g., with rlock) and other semantics

(e.g., flushing all requests with rfence).

An application can choose to cache data read from rread at the CN (e.g., by maintaining

local rbuf in the code example). Different processes sharing data in a RAS can have their

own cached copies at different CNs. Similar to [147], Clio does not make these cached copies

coherent automatically and lets applications choose their own coherence protocols. We made

this deliberate decision because automatic cache coherence on every read/write would incur high

performance overhead with commodity Ethernet infrastructure and application semantics could

reduce this overhead.

3.3.2 Clio Architecture

In Clio (Figure 3.2), CNs are regular servers each equipped with a regular Ethernet NIC

and connected to a top-of-rack (ToR) switch. MNs are our customized devices directly connected

to a ToR switch. Applications run at CNs on top of our user-space library called Clio Libarary.

It is in charge of request ordering, request retry, congestion, and incast control.

By design, an MN in Clio is a Clio Memory Board consisting of an ASIC which runs

the hardware logic for all data accesses (we call it the fast path and prototyped it with FPGA),

an ARM processor which runs software for handling metadata and control operations (i.e., the

slow path), and an FPGA which hosts application computation offloading (i.e., the extend path).

An incoming request arrives at the ASIC and travels through standard Ethernet physical and

MAC layers and a Match-and-Action-Table (MAT) that decides which of the three paths the

request should go to based on the request type. If the request is a data access (fast path), it stays

in the ASIC and goes through a hardware-based virtual memory system that performs three

tasks in the same pipeline: address translation, permission checking, and page fault handling (if

any). Afterward, the actual memory access is performed through the memory controller, and the

response is formed and sent out through the network stack. Metadata operations such as memory

allocation are sent to the slow path. Finally, customized requests with offloaded computation are
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handled in the extend path.

3.4 Clio Design

This section presents the design challenges of building a hardware-based Memory Disag-

gregation system and our solutions.

3.4.1 Design Challenges and Principles

Building a hardware-based Memory Disaggregation platform is a previously unexplored

area and introduces new challenges mainly because of restrictions of hardware and the unique

requirements of Memory Disaggregation.

Challenge 1: The hardware should avoid maintaining or processing complex data struc-

tures, because unlike software, hardware has limited resources such as on-chip memory and

logic cells. For example, Linux and many other software systems use trees (e.g., the vma

tree) for allocation. Maintaining and searching a big tree data structure in hardware, however,

would require huge on-chip memory and many logic cells to perform the look up operation (or

alternatively use fewer resources but suffer from performance loss).

Challenge 2: Data buffers and metadata that the hardware uses should be minimal and

have bounded sizes, so that they can be statically planned and fit into the on-chip memory.

Unfortunately, traditional software approaches involve various data buffers and metadata that are

large and grow with increasing scale. For example, today’s reliable network transports maintain

per-connection sequence numbers and buffer unacknowledged packets for packet ordering and

retransmission, and they grow with the number of connections. Although swapping between

on-chip and off-chip memory is possible, doing so would increase both tail latency and hardware

logic complexity, especially under large scale.

Challenge 3: The hardware pipeline should be deterministic and smooth, i.e., it uses a

bounded, known number of cycles to process a data unit, and for each cycle, the pipeline can take

in one new data unit (from the network). The former would ensure low tail latency, while the

58



latter would guarantee a throughput that could match network line rate. Another subtle benefit of

a deterministic pipeline is that we can know the maximum time a data unit stays at MN, which

could help bound the size of certain buffers (e.g., §3.4.5). However, many traditional hardware

solutions are not designed to be deterministic or smooth, and we cannot directly adapt their

approaches. For example, traditional CPU pipelines could have stalls because of data hazards

and have non-deterministic latency to handle memory instructions.

To confront these challenges, we took a clean-slate approach by designing Clio’s virtual

memory system and network system with the following principles that all aim to eliminate state

in hardware or bound their performance and space overhead.

Principle 1: Avoid state whenever possible. Not all state in server-based solutions is necessary

if we could redesign the hardware. For example, we get rid of RDMA’s MR indirection and its

metadata altogether by directly mapping application process’ RAS VAs to PAs (instead of to

MRs then to PAs).

Principle 2: Moving non-critical operations and state to software and making the hardware

fast path deterministic. If an operation is non-critical and it involves complex processing logic

and/or metadata, our idea is to move it to the software slow path running in an ARM processor.

For example, VA allocation (ralloc) is expected to be a rare operation because applications

know the disaggregated nature and would typically have only a few large allocations during the

execution. Handling ralloc, however, would involve dealing with complex allocation trees. We

thus handle ralloc and rfree in the software slow path. Furthermore, in order to make the fast

path performance deterministic, we decouple all slow-path tasks from the performance-critical

path by asynchronously performing them in the background.

Principle 3: Shifting functionalities and state to CNs. While hardware resources are scarce at

MNs, CNs have sufficient memory and processing power, and it is faster to develop functionalities

in CN software. A viable solution is to shift state and functionalities from MNs to CNs. The key

question here is how much and what to shift. Our strategy is to shift functionalities to CNs only

if doing so 1) could largely reduce hardware resource consumption at MNs, 2) does not slow
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down common-case foreground data operations, 3) does not sacrifice security guarantees, and

4) adds bounded memory space and CPU cycle overheads to CNs. As a tradeoff, the shift may

result in certain uncommon operations (e.g., handling a failed request) being slower.

Principle 4: Making off-chip data structures efficient and scalable. Principles 1 to 3 allow

us to reduce MN hardware to only the most essential functionalities and state. We store the

remaining state in off-chip memory and cache a fixed amount of them in on-chip memory.

Different from most caching solutions, our focus is to make the access to off-chip data structure

fast and scalable, i.e., all cache misses have bounded latency regardless of the number of client

processes accessing an MN or the amount of physical memory the MN hosts.

Principle 5: Making the hardware fast path smooth by treating each data unit indepen-

dently at MN. If data units have dependencies (e.g., must be executed in a certain order), then

the fast path cannot always execute a data unit when receiving it. To handle one data unit per

cycle and reach network line rate, we make each data unit independent by including all the

information needed to process a unit in it and by allowing MNs to execute data units in any order

that they arrive. To deliver our consistency guarantees, we opt for enforcing request ordering at

CNs before sending them out.

The rest of this section presents how we follow these principles to design Clio’s three main

functionalities: memory address translation and protection, page fault handling, and networking.

We also briefly discuss our offloading support.

3.4.2 Scalable, Fast Address Translation

Similar to traditional virtual memory systems, we use fix-size pages as address allocation

and translation unit, while data accesses are in the granularity of byte. Despite the similarity in

the goal of address translation, the radix-tree-style, per-address space page table design used

by all current architectures [152] does not fit Memory Disaggregation for two reasons. First,

each request from the network could be from a different client process. If each process has its

own page table, MN would need to cache and look up many page table roots, causing additional
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overhead. Second, a multi-level page table design requires multiple DRAM accesses when there

is a translation lookaside buffer (TLB) miss [179]. TLB misses will be much more common in a

Memory Disaggregation environment, since with more applications sharing an MN, the total

working set size is much bigger than that in a single-server setting, while the TLB size in an MN

will be similar or even smaller than a single server’s TLB (for cost concerns). To make matters

worse, each DRAM access is more costly for systems like RDMA NIC which has to cross the

PCIe bus to access the page table in main memory [163, 120].

Flat, single page table design (Principle 4). We propose a new overflow-free hash-based

page table design that sets the total page table size according to the physical memory size and

bounds address translation to at most one DRAM access. Specifically, we store all page table

entries (PTEs) from all processes in a single hash table whose size is proportional to the physical

memory size of an MN. The location of this page table is fixed in the off-chip DRAM and is

known by the fast path address translation unit, thus avoiding any lookups. As we anticipate

applications to allocate big chunks of VAs in their RAS, we use huge pages and support a

configurable set of page sizes. With the default 4 MB page size, the hash table consumes only

0.4% of the physical memory.

The hash value of a VA and its PID is used as the index to determine which hash bucket

the corresponding PTE goes to. Each hash bucket has a fixed number of (K) slots. To access the

page table, we always fetch the entire bucket including all K slots in a single DRAM access.

A well-known problem with hash-based page table design is hash collisions that could

overflow a bucket. Existing hash-based page table designs rely on collision chaining [30] or

open addressing [179] to handle overflows, both require multiple DRAM accesses or even costly

software intervention. In order to bound address translation to at most one DRAM access, we

use a novel technique to avoid hash overflows at VA allocation time.

VA allocation (Principle 2). The slow path software handles ralloc requests and allocates

VA. The software allocator maintains a per-process VA allocation tree that records allocated VA

ranges and permissions, similar to the Linux vma tree [91]. To allocate size k of VAs, it first
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Figure 3.3. Clio Memory Board Design.

finds an available address range of size k in the tree. It then calculates the hash values of the

virtual pages in this address range and checks if inserting them to the page table would cause any

hash overflow. If so, it does another search for available VAs. These steps repeat until it finds a

valid VA range that does not cause hash overflow.

Our design trades potential retry overhead at allocation time (at the slow path) for

better run-time performance and simpler hardware design (at the fast path). This overhead is

manageable because 1) each retry takes only a few microseconds with our implementation (§4.5),

2) we employ huge pages, which means fewer pages need to be allocated, 3) we choose a hash

function that has very low collision rate [175], and 4) we set the page table to have extra slots

(2× by default) which absorbs most overflows. We find no conflicts when memory is below half

utilized and has only up to 60 retries when memory is close to full (Figure 3.13).

TLB. Clio implements a TLB in a fix-sized on-chip memory area and looks it up using content-

addressable-memory in the fast path. On a TLB miss, the fast path fetches the PTE from off-chip

memory and inserts it to the TLB by replacing an existing TLB entry with the LRU policy. When

updating a PTE, the fast path also updates the TLB, in a way that ensures the consistency of
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inflight operations.

Limitation. A downside of our overflow-free VA allocation design is that it cannot guarantee

that a specific VA can be inserted into the page table. This is not a problem for regular VA allo-

cation but could be problematic for allocations that require a fixed VA (e.g., mmap(MAP FIXED)).

Currently, Clio finds a new VA range if the user-specified range cannot be inserted into the page

table. Applications that must map at fixed VAs (e.g., libraries) will need to use CN-local memory.

3.4.3 Low-Tail-Latency Page Fault Handling

A key reason to disaggregate memory is to consolidate memory usages on less DRAM

so that memory utilization is higher and the total monetary cost is lower (R1). Thus, remote

memory space is desired to run close to full capacity, and we allow memory over-commitment

at an MN, necessitating page fault handling. Meanwhile, applications like JVM-based ones

allocate a large heap memory space at the startup time and then slowly use it to allocate smaller

objects [67]. Similarly, many existing far-memory systems [164, 143, 50] allocate a big chunk of

remote memory and then use different parts of it for smaller objects to avoid frequently triggering

the slow remote allocation operation. In these cases, it is desirable for a Memory Disaggregation

system to delay the allocation of physical memory to when the memory is actually used (i.e.,

on-demand allocation) or to “reshape” memory [150] during runtime, necessitating page fault

handling.

Page faults are traditionally signaled by the hardware and handled by the OS. This is a

slow process because of the costly interrupt and kernel-trapping flow. For example, a remote

page fault via RDMA costs 16.8 ms from our experiments using Mellanox ConnectX-4. To avoid

page faults, most RDMA-based systems pre-allocate big chunks of physical memory and pin

them physically. However, doing so results in memory wastes and makes it hard for an MN to

pack more applications, violating R1 and R2.

We propose to handle page faults in hardware and with bounded latency—a constant

three cycles to be more specific with our implementation of Clio Memory Board. Handling

63



initial-access faults in hardware is challenging, as initial accesses require PA allocation, which

is a slow operation that involves manipulating complex data structures. Thus, we handle PA

allocation in the slow path (Challenge 1). However, if the fast-path page fault handler has to

wait for the slow path to generate a PA for each page fault, it will slow down the data plane.

To solve this problem, we propose an asynchronous design to shift PA allocation off the

performance-critical path (Principle 2). Specifically, we maintain a set of free physical page

numbers in an async buffer, which the ARM continuously fulfills by finding free physical page

addresses and reserving them without actually using the pages. During a page fault, the page

fault handler simply fetches a pre-allocated physical page address. Note that even though a single

PA allocation operation has a non-trivial delay, the throughput of generating PAs and filling the

async buffer is higher than network line rate. Thus, the fast path can always find free PAs in the

async buffer in time. After getting a PA from the async buffer and establishing a valid PTE, the

page fault handler performs three tasks in parallel: writing the PTE to the off-chip page table,

inserting the PTE to the TLB, and continuing the original faulting request. This parallel design

hides the performance overhead of the first two tasks, allowing foreground requests to proceed

immediately.

A recent work [101] also handles page faults in hardware. Its focus is on the complex

interaction with kernel and storage devices, and it is a simulation-only work. Clio uses a different

design for handling page faults in hardware with the goal of low tail latency, and we built it in

FPGA.

Putting the virtual memory system together. We illustrate how Clio Memory Board’s virtual

memory system works using a simple example of allocating some memory and writing to it.

The first step (ralloc) is handled by the slow path, which allocates a VA range by finding an

available set of slots in the hash page table. The slow path forwards the new PTEs to the fast

path, which inserts them to the page table. At this point, the PTEs are invalid. This VA range is

returned to the client. When the client performs the first write, the request goes to the fast path.

There will be a TLB miss, followed by a fetch of the PTE. Since the PTE is invalid, the page
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fault handler will be triggered, which fetches a free PA from the async buffer and establishes the

valid PTE. It will then execute the write, update the page table, and insert the PTE to TLB.

3.4.4 Asymmetric Network Tailored for Memory Disaggregation

With large amounts of research and development efforts, today’s data-center network sys-

tems are highly optimized in their performance. Our goal of Clio’s network system is unique and

fits Memory Disaggregation’s requirements—minimizing the network stack’s hardware resource

consumption at MNs and achieving great scalability while maintaining similar performance as

today’s fast network. Traditional software-based reliable transports like Linux TCP incurs high

performance overhead. Today’s hardware-based reliable transports like RDMA are fast, but

they require a fair amount of on-chip memory to maintain state, e.g., per-connection sequence

numbers, congestion state [23], and bitmaps [118, 115], not meeting our low-cost goal.

Our insight is that different from general-purpose network communication where each

endpoint can be both the sender (requester) and the receiver (responder) that exchange general-

purpose messages, MNs only respond to requests sent by CNs (except for memory migration

from one MN to another MN (§3.4.7), in which case we use another simple protocol to achieve

the similar goal). Moreover, these requests are all memory-related operations that have their

specific properties. With these insights, we design a new network system with two main ideas.

Our first idea is to maintain transport logic, state, and data buffers only at CNs, essentially

making MNs “transportless” (Principle 3). Our second idea is to relax the reliability of the

transport and instead enforce ordering and loss recovery at the memory request level, so that

MNs’ hardware pipeline can process data units as soon as they arrive (Principle 5).

With these ideas, we implemented a transport in Clio Libarary at CNs. Clio Libarary

bypasses the kernel to directly issue raw Ethernet requests to an Ethernet NIC. CNs use regular,

commodity Ethernet NICs and regular Ethernet switches to connect to MNs. MNs include only

standard Ethernet physical, link, and network layers and a slim layer for handling corner-case

requests (§3.4.5). We now describe our detailed design.
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Removing connections with request-response semantics. Connections (i.e., QPs) are a major

scalability issue with RDMA. Similar to recent works [119, 151], we make our network system

connection-less using request-response pairs. Applications running at CNs directly initiate Clio

APIs to an MN without any connections. Clio Libarary assigns a unique request ID to each

request. The MN attaches the same request ID when sending the response back. Clio Libarary

uses responses as ACKs and matches a response with an outstanding request using the request

ID. Neither CNs nor MNs send ACKs.

Lifting reliability to the memory request level. Instead of triggering a retransmission protocol

for every lost/corrupted packet at the transport layer, Clio Libarary retries the entire memory

request if any packet is lost or corrupted in the sending or the receiving direction. On the

receiving path, MN’s network stack only checks a packet’s integrity at the link layer. If a packet

is corrupted, the MN immediately sends a NACK to the sender CN. Clio Libarary retries a

memory request if one of three situations happens: a NACK is received, the response from

MN is corrupted, or no response is received within a TIMEOUT period. In addition to lifting

retransmission from transport to the request level, we also lift ordering to the memory request

level and allow out-of-order packet delivery (see details in §3.4.5).

CN-managed congestion and incast control. Our goal of controlling congestion in the network

and handling incast that can happen both at a CN and an MN is to minimize state at MN.

To this end, we build the entire congestion and incast control at the CN in the Clio Libarary.

To control congestion, Clio Libarary adopts a simple delay-based, reactive policy that uses

end-to-end RTT delay as the congestion signal, similar to recent sender-managed, delay-based

mechanisms [117, 98, 151]. Each CN maintains one congestion window, cwnd, per MN that

controls the maximum number of outstanding requests that can be made to the MN from this

CN. We adjust cwnd based on measured delay using a standard Additive Increase Multiplicative

Decrease (AIMD) algorithm.

To handle incast to a CN, we exploit the fact that the CN knows the sizes of expected

responses for the requests that it sends out and that responses are the major incoming traffic to it.
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Each Clio Libarary maintains one incast window, iwnd, which controls the maximum bytes of

expected responses. Clio Libarary sends a request only when both cwnd and iwnd have room.

Handling incast to an MN is more challenging, as we cannot throttle incoming traffic at

the MN side or would otherwise maintain state at MNs. To have CNs handle incast to MNs, we

draw inspiration from Swift [98] by allowing cwnd to fall below one packet when long delay is

observed at a CN. For example, a cwnd of 0.1 means that the CN can only send a packet within

10 RTTs. Essentially, this situation happens when the network between a CN and an MN is really

congested, and the only way is to slow the sending speed.

3.4.5 Request Ordering and Data Consistency

As explained in §3.3.1, Clio supports both synchronous and asynchronous remote memory

APIs, with the former following a sequential, one-at-a-time order in a thread and the latter

following a release order in a thread. Furthermore, Clio provides synchronization primitives

for inter-thread consistency. We now discuss how Clio achieves these correctness guarantees

by presenting our mechanisms for handling intra-request intra-thread ordering, inter-request

intra-thread ordering, inter-thread consistency, and retries. At the end, we will provide the

rationales behind our design.

One difficulty in designing the request ordering and consistency mechanisms is our

relaxed network ordering guarantees, which we adopt to minimize the hardware resource con-

sumption for the network layer at MNs (§3.4.4). On an asynchronous network, it is generally hard

to guarantee any type of request ordering when there can be multiple outstanding requests (either

multiple threads accessing shared memory or a single thread issuing multiple asynchronous

APIs). It is even harder for Clio because we aim to make MN stateless as much as possible. Our

general approaches are 1) using CNs to ensure that no two concurrently outstanding requests are

dependent on each other, and 2) using MNs to ensure that every user request is only executed

once even in the event of retries.

Allowing intra-request packet re-ordering (T1). A request or a response in Clio can contain
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multiple link-layer packets. Enforcing packet ordering above the link layer normally requires

maintaining state (e.g., packet sequence ID) at both the sender and the receiver. To avoid

maintaining such state at MNs, our approach is to deal with packet reordering only at CNs in Clio

Libarary (Principle 3). Specifically, Clio Libarary splits a request that is bigger than link-layer

maximum transmission unit (MTU) into several link-layer packets and attaches a Clio header

to each packet, which includes sender-receiver addresses, a request ID, and request type. This

enables the MN to treat each packet independently (Principle 5). It executes packets as soon as

they arrive, even if they are not in the sending order. This out-of-order data placement semantic

is in line with RDMA specification [118]. Note that only write requests will be bigger than

MTU, and the order of data writing within a write request does not affect correctness as long

as proper inter-request ordering is followed. When a CN receives multiple link-layer packets

belonging to the same request response, Clio Libarary reassembles them before delivering them

to the application.

Enforcing intra-thread inter-request ordering at CN (T2). Since only one synchronous

request can be outstanding in a thread, there cannot be any inter-request reordering problem.

On the other hand, there can be multiple outstanding asynchronous requests. Our provided

consistency level disallows concurrent asynchronous requests that are dependent on each other

(WAW, RAW, or WAR). In addition, all requests must complete before rrelease.

We enforce these ordering requirements at CNs in Clio Libarary instead of at MNs

(Principle 3) for two reasons. First, enforcing ordering at MNs requires more on-chip memory

and complex logic in hardware. Second, even if we enforce ordering at MNs, network reordering

would still break end-to-end ordering guarantees.

Specifically, Clio Libarary keeps track of all inflight requests and matches every new

request’s virtual page number (VPN) to the inflight ones’. If a WAR, RAW, or WAW dependency

is detected, Clio Libarary blocks the new request until the conflicting request finishes. When

Clio Libarary sees a rrelease operation, it waits until all inflight requests return or time out.

We currently track dependencies at the page granularity mainly to reduce tracking complexity
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and metadata overhead. The downside is that false dependencies could happen (e.g., two

accesses to the same page but different addresses). False dependencies could be reduced by

dynamically adapting the tracking granularity if application access patterns are tracked—we

leave this improvement for future work.

Inter-thread/process consistency (T3). Multi-threaded or multi-process concurrent program-

ming on Clio could use the synchronization primitives Clio provides to ensure data consistency

(§3.3.1). We implemented all synchronization primitives like rlock and rfence at MN, because

they need to work across threads and processes that possibly reside on different CNs. Before a

request enters either the fast or the slow paths, MN checks if it is a synchronization primitive.

For primitives like rlock that internally is implemented using atomic operations like TAS, MN

blocks future atomic operations until the current one completes. For rfence, MN blocks all

future requests until all inflight ones complete. Synchronization primitives are one of the only

two cases where MN needs to maintain state. As these operations are infrequent and each of

these operations executes in bounded time, the hardware resources for maintaining their state are

minimal and bounded.

Handling retries (T4). Clio Libarary retries a request after a TIMEOUT period without receiving

any response. Potential consistency problems could happen as Clio Memory Board could execute

a retried write after the data is written by another write request thus undoing this other request’s

write. Such situations could happen when the original request’s response is lost or delayed and/or

when the network reorders packets. We use two techniques to solve this problem.

First, Clio Libarary attaches a new request ID to each retry, essentially making it a new

request with its own matching response. Together with Clio Libarary’s ordering enforcement, it

ensures that there is only one outstanding request (or a retry) at any time. Second, we maintain a

small buffer at MN to record the request IDs of recently executed writes and atomic APIs and the

results of the atomic APIs. A retry attaches its own request ID and the ID of the failed request. If

MN finds a match of the latter in the buffer, it will not execute the request. For atomic APIs, it

sends the cached result as the response. We set this buffer’s size to be 3×TIMEOUT×bandwidth,
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which is 30 KB in our setting. It is one of the only two types of state MN maintains and does not

affect the scalability of MN, since its size is statically associated with the link bandwidth and

the TIMEOUT value. With this size, the MN can “remember” an operation long enough for two

retries from the CN. Only when both retries and the original request all fail, the MN will fail to

properly handle a future retry. This case is extremely rare [119], and we report the error to the

application, similar to [85, 151].

Why T1 to T4? We now briefly discuss the rationale behind why we need all T1 to T4

to properly deliver our consistency guarantees. First, assume that there is no packet loss or

corruption (i.e., no retry) but the network can reorder packets. In this case, using T1 and T2 alone

is enough to guarantee the proper ordering of Clio memory operations, since they guarantee that

network reordering will only affect either packets within the same request or requests that are

not dependent on each other. T3 guarantees the correctness of synchronization primitives since

the MN is the serialization point and is where these primitives are executed. Now, consider the

case where there are retries. Because of the asynchronous network, a timed-out request could

just be slow and still reach the MN, either before or after the execution of the retried request. If

another request is executed in between the original and the retried requests, inconsistency could

happen (e.g., losing the data of this other request if it is a write). The root cause of this problem

is that one request can be executed twice when it is retried. T4 solves this problem by ensuring

that the MN only executes a request once even if it is retried.

3.4.6 Extension and Offloading Support

To avoid network round trips when working with complex data structures and/or per-

forming data-intensive operations, we extend the core MN to support application computation

offloading in the extend path. Users can write and deploy application offloads both in FPGA and

in software (run in the ARM). To ease the development of offloads, Clio offers the same virtual

memory interface as the one to applications running at CNs. Each offload has its own PID and

virtual memory address space, and they use the same virtual memory APIs (§3.3.1) to access
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on-board memory. It could also share data with processes running at CNs in the same way that

two CN processes share memory. Finally, an offload’s data and control paths could be split to

FPGA and ARM and use the same async-buffer mechanism for communication between them.

These unique designs made developing computation offloads easier and closer to traditional

multi-threaded software programming.

3.4.7 Distributed MNs

Our discussion so far focused on a single MN (Clio Memory Board). To more efficiently

use remote memory space and to allow one application to use more memory than what one Clio

Memory Board can offer, we extend the single-MN design to a distributed one with multiple

MNs. Specifically, an application process’ RAS can span multiple MNs, and one MN can host

multiple RASs. We adopt LegoOS’ two-level distributed virtual memory management approach

to manage distributed MNs in Clio. A global controller manages RASs in coarse granularity

(assigning 1 GB virtual memory regions to different MNs). Each MN then manages the assigned

regions at fine granularity.

The main difference between LegoOS and Clio’s distributed memory system is that in

Clio, each MN can be over-committed (i.e., allocating more virtual memory than its physical

memory size), and when an MN is under memory pressure, it migrates data to another MN that

is less pressured (coordinated by the global controller). The traditional way of providing memory

over-commitment is through memory swapping, which could be potentially implemented by

swapping memory between MNs. However, swapping would cause performance impact on

the data path and add complexity to the hardware implementation. Instead of swapping, we

proactively migrate a rarely accessed memory region to another MN when an MN is under

memory pressure (its free physical memory space is below a threshold). During migration, we

pause all client requests to the region being migrated. With our 10 Gbps experimental board,

migrating a 1 GB region takes 1.3 second. Migration happens rarely and, unlike swapping,

happens in the background. Thus, it has little disturbance to foreground application performance.
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3.5 Clio Implementation

Apart from challenges discussed in §4.4, our implementation of Clio also needs to

overcome several practical challenges, for example, how can different hardware components

most efficiently work together in Clio Memory Board, how to minimize software overhead

in Clio Libarary. This section describes how we implemented Clio Memory Board and Clio

Libarary, focusing on the new techniques we designed to overcome these challenges. Currently,

Clio consists of 24.6K SLOC (excluding computation offloads and third-party IPs). They include

5.6K SLOC in SpinalHDL [155] and 2K in C HLS for FPGA hardware, and 17K in C for

Clio Libarary and ARM software. We use vendor-supplied interconnect and DDR IPs, and an

open-source MAC and PHY network stack [55].

Clio Memory Board Prototyping. We prototyped Clio Memory Board with a low-cost ($2495

retail price) Xilinx MPSoC board [178] and build the hardware fast path (which is anticipated

to be built in ASIC) with FPGA. All Clio’s FPGA modules run at 250 MHz clock frequency

and 512-bit data width. They all achieve an Initiation Interval (II) of one (II is the number of

clock cycles between the start time of consecutive loop iterations, and it decides the maximum

achievable bandwidth). Achieving II of one is not easy and requires careful pipeline design in all

the modules. With II one, our data path can achieve a maximum of 128 Gbps throughput even

with just the slower FPGA clock frequency and would be higher with real ASIC implementation.

Our prototyping board consists of a small FPGA with 504K logic cells (LUTs) and

4.75 MB FPGA memory (BRAM), a quad-core ARM Cortex-A53 processor, two 10 Gbps SFP+

ports connected to the FPGA, and 2 GB of off-chip on-board memory. This board has several

differences from our anticipated real Clio Memory Board: its network port bandwidth and

on-board memory size are both much lower than our target, and like all FPGA prototypes, its

clock frequency is much lower than real ASIC. Unfortunately, no board on the market offers

the combination of small FPGA/ARM (required for low cost) and large memory and high-speed

network ports.
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Nonetheless, certain features of this board are likely to exist in a real Clio Memory

Board, and these features guide our implementation. Its ARM processor and the FPGA connect

through an interconnect that has high bandwidth (90 GB/s) but high delay (40 µs). Although

better interconnects could be built, crossing ARM and FPGA would inevitably incur non-trivial

latency. With this board, the ARM’s access to on-board DRAM is much slower than the FPGA’s

access because the ARM has to first physically cross the FPGA then to the DRAM. A better

design would connect the ARM directly to the DRAM, but it will still be slower for the ARM to

access on-board DRAM than its local on-chip memory.

To mitigate the problem of slow accesses to on-board DRAM from ARM, we maintain

shadow copies of metadata at ARM’s local DRAM. For example, we store a shadow version of

the page table in ARM’s local memory, so that the control path can read page table content faster.

When the control path needs to perform a virtual memory space allocation, it reads the shadow

page table to test if an address would cause an overflow (§3.4.2). We keep the shadow page table

in sync with the real page table by updating both tables when adding, removing, or updating the

page table entries.

In addition to maintaining shadow metadata, we employ an efficient polling mechanism

for ARM/FPGA communication. We dedicate one ARM core to busy poll an RX ring buffer

between ARM and FPGA, where the FPGA posts tasks for ARM. This polling thread hands over

tasks to other worker threads for task handling and post responses to a TX ring buffer.

Clio Memory Board’s network stack builds on top of standard, vendor-supplied Ethernet

physical and link-layer IPs, with just an additional thin checksum-verify and ack-generation

layer on top. This layer uses much fewer resources compared to a normal RDMA-like stack

(§3.7.3). We use lossless Ethernet with Priority Flow Control (PFC) for less packet loss and

retransmission. Since PFC has issues like head-of-line blocking [183, 108, 58, 118], we rely on

our congestion and incast control to avoid triggering PFC as much as possible.

Finally, to assist Clio users in building their applications, we implemented a simple

software simulator of Clio Memory Board which works with Clio Libarary for developers to test
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their code without the need to run an actual Clio Memory Board.

Clio Libarary Implementation. Even though we optimize the performance of Clio Memory

Board, the end-to-end application performance can still be hugely impacted if the host software

component (Clio Libarary) is not as fast. Thus, our Clio Libarary implementation aims to

provide low-latency performance by adopting several ideas (e.g., data inlining, doorbell batching)

from recent low-latency I/O solutions [84, 85, 86, 165, 83, 127, 180]. We implemented Clio

Libarary in the user space. It has three parts: a user-facing request ordering layer that performs

dependency check and ordering of address-conflicting requests, a transport layer that performs

congestion/incast control and request-level retransmission, and a low-level device driver layer

that interacts with the NIC (similar to DPDK [49] but simpler). Clio Libarary bypasses kernel

and directly issues raw Ethernet requests to the NIC with zero memory copy. For synchronous

APIs, we let the requesting thread poll the NIC for receiving the response right after each request.

For asynchronous APIs, the application thread proceeds with other computations after issuing

the request and only busy polls when the program calls rpoll.

3.6 Building Applications on Clio

We built five applications on top of Clio, one that uses the basic Clio APIs, one that

implements and uses a high-level, extended API, and two that offload data processing tasks to

MNs, and one that splits computation across CNs and MNs.

Image compression. We build a simple image compression/decompression utility that runs

purely at CN. Each client of the utility (e.g., a Facebook user) has its own collection of photos,

stored in two arrays at MNs, one for compressed and one for original, both allocated with ralloc.

Because clients’ photos need to be protected from each other, we use one process per client to

run the utility. The utility simply reads a photo from MN using rread, compresses/decompresses

it, and writes it back to the other array using rwrite. Note that we use compression and

decompression as an example of image processing. These operations could potentially be
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offloaded to MNs. However, in reality, there can be many other types of image processing that

are more complex and are hard and costly to implement in hardware, necessitating software

processing at CNs. We implemented this utility with 1K C code in 3 developer days.

Radix tree. To demonstrate how to build a data structure on Clio using Clio’s extended API, we

built a radix tree with linked lists and pointers. Data-structure-level systems like AIFM [143]

could follow this example to make simple changes in their libraries to run on Clio. We first

built an extended pointer-chasing functionality in FPGA at the MN which follows pointers in a

linked list and performs a value comparison at each traversed list node. It returns either the node

value when there is a match or null when the next pointer becomes null. We then expose this

functionality to CNs as an extended API. The software running at CN allocates a big contiguous

remote memory space using ralloc and uses this space to store radix tree nodes. Nodes in each

layer are linked to a list. To search a radix tree, the CN software goes through each layer of the

tree and calls the pointer chasing API until a match is found. We implemented the radix tree with

300 C code at CN and 150 SpinalHDL code at Clio Memory Board in less than one developer

day.

Key-value store. We built Clio-KV, a key-value store that supports concurrent create/update/read-

/delete key-value entries with atomic write and read committed consistency. Clio-KV runs at an

MN as a computation offloading module. Users can access it through a key-value interface from

multiple CNs. The Clio-KV module has its own virtual memory address space and uses Clio
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virtual memory APIs to access it. Clio-KV uses a chained hash table in its virtual memory space

for managing the metadata of key-value pairs, and it stores the actual key values at separate

locations in the space. Each hash bucket has a chain of slots. Each slot contains the virtual

addresses of seven key-value pairs. It also stores a fingerprint for each key-value pair.

To create a new key-value pair, Clio-KV allocates space for the key-value data with an

ralloc call and writes the data with an rwrite. It then calculates the hash and the fingerprint

of the key. Afterward, it fetches the last hash slot in the corresponding hash bucket using the

hash value. If that slot is full, Clio-KV allocates another slot using ralloc; otherwise, it just

uses the fetched last slot. It then inserts the virtual address and fingerprint of the data into the

last/new slot. Finally, it links the current last slot to the new slot if a new one is created.

To perform a read, Clio-KV locates the hash bucket (with the key’s hash value) and

fetches one slot in the bucket chain at a time using rread. It then compares the fingerprint of
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the key to the seven entries in the slot. If there is no match, it fetches the next slot in the bucket.

Otherwise, with a matched entry, it reads the key-value pair using the address stored in that entry

with an rread. It then compares the full key and returns the value if it is a match. Otherwise, it

keeps searching the bucket.

The above describes a single-MN Clio-KV system. Another CN-side load balancer is

used to partition key-value pairs into different MNs. Since all CNs requests of the same partition

go to the same MN and Clio APIs within an MN are properly ordered, it is fairly easy for

Clio-KV to guarantee the atomic-write, read-committed consistency level.

We implemented Clio-KV with 772 SpinalHDL code in 6 developer days. To evaluate

Clio’s virtual memory API overhead at Clio Memory Board, we also implemented a key-value

store with the same design as Clio-KV but with raw physical memory interface. This physical-
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Figure 3.10. Read Latency.

memory-based implementation takes more time to develop and only yields 4%–12% latency

improvement and 1%–5% throughput improvement over Clio-KV.

Multi-version object store. We built a multi-version object store (Clio-MV) which lets users

on CNs create an object, append a new version to an object, read a specific version or the latest

version of an object, and delete an object. Similar to Clio-KV, Clio-MV has its own address

space. In the address space, it uses an array to store versions of data for each object, a map to

store the mapping from object IDs to the per-object array addresses, and a list to store free object

IDs. When a new object is created, Clio-MV allocates a new array (with ralloc) and writes

the virtual memory address of the array into the object ID map. Appending a new version to an

object simply increases the latest version number and uses that as an index to the object array for

writing the value. Reading a version simply reads the corresponding element of the array.

Clio-MV allows concurrent accesses from CNs to an object and guarantees sequential
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Figure 3.11. Write Latency.

consistency for each object. Each Clio-MV user request involves at least two internal Clio

operations, some of which include both metadata and data operations. This compound request

pattern makes it tricky to deal with synchronization problems, as Clio-MV needs to ensure that

no internal Clio operation of a later Clio-MV request could affect the correctness of an earlier

Clio-MV request. We implemented Clio-MV with 1680 lines of C HLS code in 15 developer

days.

Simple data analytics. Our final example is a simple DataFrame-like data processing application

(Clio-DF), which splits its computation between CN and MN. We implement select and

aggregate at MN as two offloads, as offloading them can reduce the amount of data sent over

the network. We keep other operations like shuffle and histogram at CN. For the same

user, all these modules share the same address space regardless of whether they are at CN or

MN. Thanks to Clio’s support of computation offloading sharing the same address space as

computations running at host, Clio-DF’s implementation is largely simplified and its performance

is improved by avoiding data serialization/deserialization. We implemented Clio-DF with 202

lines of SpinalHDL code and 170 lines of C interface code in 7 developer days.

3.7 Evaluation

Our evaluation reveals the scalability, throughput, median and tail latency, energy and

resource consumption of Clio. We compare Clio’s end-to-end performance with industry-grade
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NICs (ASIC) and well-tuned RDMA-based software systems. All Clio’s results are FPGA-based,

which would be improved with ASIC implementation.

Environment. We evaluated Clio in our local cluster of four CNs and four MNs (Xilinx ZCU106

boards), all connected to an Nvidia 40 Gbps VPI switch. Each CN is a Dell PowerEdge R740

server equipped with a Xeon Gold 5128 CPU and a 40 Gbps Nvidia ConnectX-3 NIC, with

two of them also having an Nvidia BlueField SmartNIC [116]. We also include results from

CloudLab [42] with the Nvidia ConnectX-5 NIC.

3.7.1 Basic Microbenchmark Performance

Scalability. We first compare the scalability of Clio and RDMA. Figure 3.4 measures the latency

of Clio and RDMA as the number of client processes increases. For RDMA, each process uses

its own QP. Since Clio is connectionless, it scales perfectly with the number of processes. RDMA
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Figure 3.15. Clio-KV Scalability against MNs.

scales poorly with its QP, and the problem persists with newer generations of RNIC, which is

also confirmed by our previous works [163, 124].

Figure 3.5 evaluates the scalability with respect to PTEs and memory regions. For the

memory region test, we register multiple MRs using the same physical memory for RDMA.

For Clio, we map a large range of VAs (up to 4 TB) to a small physical memory space, as our

testbed only has 2 GB physical memory. However, the number of PTEs and the amount of

processing needed are the same for Clio Memory Board as if it had a real 4 TB physical memory.

Thus, this workload stress tests Clio Memory Board’s scalability. RDMA’s performance starts

to degrade when there are more than 28 (local cluster) or 212 (CloudLab), and the scalability

wrt MR is worse than wrt PTE. In fact, RDMA fails to run beyond 218 MRs. In contrast, Clio

scales well and never fails (at least up to 4 TB memory). It has two levels of latency that are both

stable: a lower latency below 24 for TLB hit and a higher latency above 24 for TLB miss (which
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Figure 3.17. Radix Tree Search Latency.

always involves one DRAM access). A Clio Memory Board could use a larger TLB if optimal

performance is desired.

These experiments confirm that Clio can handle thousands of concurrent clients and

TBs of memory.

Latency variation. Figure 3.6 plots the latency of reading/writing 16 B data when the operation

results in a TLB hit, a TLB miss, a first-access page fault, and MR miss (for RDMA only, when

the MR metadata is not in RNIC). RDMA’s performance degrades significantly with misses. Its

page fault handling is extremely slow (16.8 ms). We confirm the same effect on CloudLab with

the newer ConnectX-5 NICs. Clio only incurs a small TLB miss cost and no additional cost of

page fault handling.

We also include a projection of Clio’s latency if it was to be implemented using a real

ASIC-based Clio Memory Board. Specifically, we collect the latency breakdown of time spent
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on the network wire and at CN, time spent on third-party FPGA IPs, number of cycles on FPGA,

and time on accessing on-board DRAM. We maintain the first two parts, scale the FPGA part to

ASIC’s frequency (2 GHz), use DDR access time collected on our server to replace the access

time to on-board DRAM (which goes through a slow board memory controller). This estimation

is conservative, as a real ASIC implementation of the third-party IPs would make the total latency

lower. Our estimated read latency is better than RDMA, while write latency is worse. We suspect

the reason being Nvidia RNIC’s optimization of replying a write before it is fully written to

DRAM, which Clio could also potentially adopt.

Figure 3.7 plots the request latency CDF of continuously running read/write 16 B data

while not triggering page faults. Even without page faults, Clio has much less latency variation

and a much shorter tail than RDMA.

Read/write throughput. We measure Clio’s throughput by varying the number of concurrent

83



Select Ratio (%)
80 40 20 10 5 2

R
u
n
t
i
m
e
 
(
s
e
c
)

4

5

6

7
Clio−Avg

Clio−Filter

Clio−CN

RDMA−Comm

RDMA−CN

Figure 3.20. Select-Aggregate-Shuffle.

A B C

E
n
e
r
g
y
/
R
e
q
 
(
m
J
)

0

1

2

3 Clio Clover HERD HERD−BF
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client threads (Figure 3.8). Clio’s default asynchronous APIs quickly reach the line rate of our

testbed (9.4 Gbps maximum throughput). Its synchronous APIs could also reach line rate fairly

quickly.

Figure 3.9 measures the maximum throughput of Clio’s FPGA implementation without

the bottleneck of the board’s 10 Gbps port, by generating traffic on board. Both read and write can

reach more than 110 Gbps when request size is large. Read throughput is lower than write when

request size is smaller. We found the throughput bottleneck to be the third-party non-pipelined

DMA IP (which could potentially be improved).

Comparison with other systems. We compare Clio with native one-sided RDMA, Clover [164],

HERD [85], and LegoOS [147]. We ran HERD on both CPU and BlueField (HERD-BF). Clover

is a passive disaggregated persistent memory system which we adapted as a passive disaggregated
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memory (PDM) system. HERD is an RDMA-based system that supports a key-value interface

with an RPC-like architecture. LegoOS builds its virtual memory system in software at MN.

Clio’s performance is similar to HERD and close to native RDMA. Clover’s write is the

worst because it uses at least 2 RTTs for writes to deliver its consistency guarantees without

any processing power at MNs. HERD-BF’s latency is much higher than when HERD runs on

CPU due to the slow communication between BlueField’s ConnectX-5 chip and ARM processor

chip. LegoOS’s latency is almost two times higher than Clio’s when request size is small. In

addition, from our experiment, LegoOS can only reach a peak throughput of 77 Gbps, while

Clio can reach 110 Gbps. LegoOS’ performance overhead comes from its software approach,

demonstrating the necessity of a hardware-based solution like Clio.

Allocation performance. Figure 3.12 shows Clio’s VA and PA allocation and RDMA’s MR reg-

istration performance. Clio’s PA allocation takes less than 20 µs, and the VA allocation is much

faster than RDMA MR registration, although both get slower with larger allocation/registration

size. Figure 3.13 shows the number of retries at allocation time with three allocation sizes as

the physical memory fills up. There is no retry when memory is below half utilized. Even when

memory is close to full, there are at most 60 retries per allocation request, with roughly 0.5 ms

per retry. This confirms that our design of avoiding hash overflows at allocation time is practical.

Close look at Clio Memory Board components. To further understand Clio’s performance,

we profile different parts of Clio’s processing for read and write of 4 B to 1 KB. Clio Libarary

adds a very small overhead (250 ns in total), thanks to our efficient threading model and network

stack implementation. Figure 3.14 shows the latency breakdown at Clio Memory Board. Time to

fetch data from DRAM (DDRAccess) and to transfer it over the wire (WireDelay) are the main

contributor to read latency, especially with large read size. Both could be largely improved in a

real Clio Memory Board with better memory controller and higher frequency. TLB miss (which

takes one DRAM read) is the other main part of the latencies.
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3.7.2 Application Performance

Image Compression. We run a workload where each client compresses and decompresses 1000

256*256-pixel images with increasing number of concurrently running clients. Figure 3.16 shows

the total runtime per client. We compare Clio with RDMA, with both performing computation

at the CN side and the RDMA using one-sided operations instead of Clio APIs to read/write

images in remote memory. Clio’s performance stays the same as the number of clients increase.

RDMA’s performance does not scale because it requires each client to register a different MR to

have protected memory accesses. With more MRs, RDMA runs into the case where the RNIC

cannot hold all the MR metadata and many accesses would involve a slow read to host main

memory.

Radix Tree. Figure 3.17 shows the latency of searching a key in pre-populated radix trees when

varying the tree size. We again compare with RDMA which uses one-sided read operations to

perform the tree traversal task. RDMA’s performance is worse than Clio, because it requires

multiple RTTs to traverse the tree, while Clio only needs one RTT for each pointer chasing (each

tree level). In addition, RDMA also scales worse than Clio.

Key-value store. Figure 3.18 evaluates Clio-KV using the YCSB benchmark [6] and compares

it to Clover, HERD, and HERD-BF. We run two CNs and 8 threads per CN. We use 100K

key-value entries and run 100K operations per test, with YCSB’s default key-value size of 1 KB.

The accesses to keys follow the Zipf distribution (θ = 0.99). We use three YCSB workloads

with different get-set ratios: 100% get (workload C), 5% set (B), and 50% set (A). Clio-KV

performs the best. HERD running on BlueField performs the worst, mainly because BlueField’s

slower crossing between its NIC chip and ARM chip.

Figures 3.15 shows the throughput of Clio-KV when varying the number of MNs. Similar

to our Clio scalability results, Clio-KV can reach a CN’s maximum throughput and can handle

concurrent get/set requests even under contention. These results are similar to or better than

previous FPGA-based and RDMA-based key-value stores that are fine-tuned for just key-value
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workloads (Table 3 in [104]), while we got our results without any performance tuning.

Multi-version data store. We evaluate Clio-MV by varying the number of CNs that concurrently

access data objects (of 16 B) on an MN using workloads of 50% read (of different versions) and

50% write under uniform and Zipf distribution of objects (Figure 3.19). Clio-MV’s read and

write have the same performance, and reading any version has the same performance, since we

use an array-based version design.

Data analytics. We run a simple workload which first selects rows in a table whose field-A

matches a value (e.g., gender is female) and then calculates avg of field-B (e.g., final score) of

all the rows. Finally, it calculates the histogram of the selected rows (e.g., score distribution),

which can be presented to the user together with the avg value. Clio executes the first two steps

at MN offloads and the final step at CN, while RDMA always reads rows to CN and then does

each operation. Figure 3.20 plots the total run time as the select ratio decreases (i.e., fewer rows

selected). When the select ratio is low, Clio transfers much less data than RDMA, resulting in its

better performance.

3.7.3 CapEx, Energy, and FPGA Utilization

We estimate the cost of server and Clio Memory Board using market prices of different

hardware units. When using 1 TB DRAM, a server-based MN costs 1.1-1.5× and consumes 1.9-

2.7× power compared to Clio Memory Board. These numbers become 1.4-2.5× and 5.1-8.6×

with OptaneDimm [132], which we expect to be the more likely remote memory media in future

systems.

We measure the total energy used for running YCSB workloads by collecting the total

CPU (or FPGA) cycles and the Watt of a CPU core [14], ARM processor [131], and FPGA

(measured). We omit the energy used by DRAM and NICs in all the calculations. Clover, a

system that centers its design around low cost, has slightly higher energy than Clio. Even though

there is no processing at MNs for Clover, its CNs use more cycles to process and manage memory.

HERD consumes 1.6× to 3×more energy than Clio, mainly because of its CPU overhead at MNs.
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Surprisingly, HERD-BF consumes the most energy, even though it is a low-power ARM-based

SmartNIC. This is because of its worse performance and longer total runtime.

3.8 Discussion and Conclusion

We presented Clio, a new hardware-based disaggregated memory platform. Our FPGA

prototype demonstrates that Clio achieves great performance, scalability, and cost-saving. This

work not only guides the future development of Memory Disaggregation solutions but also

demonstrates how to implement a core OS subsystem in hardware and co-design it with the

network. We now present our concluding thoughts with several open questions.

Security and performance isolation. Clio’s protection domain is a user process, which is the

same as the traditional single-server process-address-space-based protection. The difference is

that Clio performs permission checks at MNs: it restricts a process’ access to only its (remote)

memory address space and does this check based on the global PID. Thus, the safety of Clio

relies on PIDs to be authentic (e.g., by letting a trusted CN OS or trusted CN hardware attach

process IDs to each Clio request). There have been researches on attacking RDMA systems by

forging requests [141] and on adding security features to RDMA [151, 159]. How these and

other existing security works relate and could be extended in a memory disaggregation setting is

an open problem, and we leave this for future work.

There are also designs in our current implementation that could be improved to provide

more protection against side-channel and DoS attacks. For example, currently, the TLB is

shared across application processes, and there is no network bandwidth limit for an individual

connection. Adding more isolation to these components would potentially increase the cost of

Clio Memory Board or reduce its performance. We leave exploring such tradeoffs to future work.

Failure handling. Although memory systems are usually assumed to be volatile, there are still

situations that require proper failure handling (e.g., for high availability or to use memory for

storing data). As there can be many ways to build memory services on Clio and many such
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services are already or would benefit from handling failure on their own, we choose not to

have any built-in failure handling mechanism in Clio. Instead, Clio should offer primitives like

replicated writes for users to build their own services. We leave adding such API extensions to

Clio as future work.

CN-side stack. An interesting finding we have is that CN-side systems could become a per-

formance bottleneck after we made the remote memory layer very fast. Surprisingly, most of

our performance tuning efforts are spent on the CN side (e.g., thread model, network stack

implementation). Nonetheless, software implementation is inevitably slower than customized

hardware implementation. Future works could potentially improve Clio’s CN side performance

by offloading the software stack to a customized hardware NIC.
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Chapter 4

NetPool: A Network Functionality Disag-
gregation and Consolidation System

4.1 Introduction

Host servers in today’s data centers spend significant computing resources on network

processing. With CPUs meeting their scaling limits, more network functionalities are offloaded

to networking hardware (e.g., SmartNICs) to keep up with the ever-increasing network speed

that is projected to reach 400 Gbps soon [135, 137, 111, 64, 113, 139]. As such, several issues

arise. First, each end-host needs to provision network resources for all its anticipated network

functionalities and its peak network traffic, involving various hardware accelerators like encryp-

tion engines and AI accelerators. However, only a small amount of network functionalities [173]

and bandwidth [142] are usually needed at a time. As a result, networking resources today are

over-provisioned, resulting in cost wastage [112] and unnecessary carbon emissions [69, 114].

Meanwhile, applications can incur long tail latency when traffic surges go beyond a single

SmartNIC’s processing capacity [56, 100, 113].

We propose to solve these cost and performance problems with one idea: disaggregating

network functionalities from end-hosts and consolidating them into a network resource pool at

the rack scale. Our idea is based on our insight that the peak of sums is significantly lower than

the sum of peaks, where the former represents the highest of aggregated traffic in a rack and

the latter represents the summation of the highest traffic at individual end-hosts. As shown in
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Figure 4.1. NetPool Design Overview.

Figure 4.1, each SmartNIC in the pool connects to N end-hosts via a high-speed interconnect

like PCIe or CXL. Each also connects to the ToR switch via Ethernet or Infiniband. Because of

the N-to-1 end-host to SmartNIC ratio, network resource pooling reduces the cost of network

devices roughly by a factor of N.

Notably, the peak traffic the pool can handle is N times lower than what today’s per-end-

host SmartNIC can handle. However, if the peak of sums is no bigger than 1/N of the sum

of peaks, the rack can still handle all the traffic. For this goal to be practical, our approach is

to allow all SmartNICs in the rack-level pool to handle an end-host’s traffic. For this purpose,

we connect the SmartNICs in the pool with each other via Ethernet or RDMA, e.g., in a ring

topology (we call these connections peer links). We redirect traffic that exceeds what a SmartNIC

can handle to other SmartNICs via the peer links while leaving the links to the ToR switch to

outgoing/incoming traffic.

Based on this basic architecture, we build NetPool, a rack-level network solution for

disaggregated and pooled SmartNICs. NetPool aims for the effective, efficient, and fair allocation

of various network resources in the pool to multiple tenants on different end-hosts. Unlike

existing disaggregation and pooling solutions for non-network resources like memory and storage,

network resources present unique challenges. First, different SmartNICs in a network resource

pool cannot be treated equally because of their different proximity to an end-host. Second,
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network resource needs (in the form of traffic load) change more frequently and less predictably

than memory and storage resource needs. Finally, network resources imply multiple types of

SmartNIC resources, such as different hardware accelerators like compression, encryption, and

AI engines.

To address the above challenges, NetPool’s key design centers around separating global

and local control planes by leveraging their respective strength and mitigating each other’s

limitations. Our global control plane, running at a centralized location, assigns pool resources to

the bulk chunk of traffic with multi-facet considerations. It delivers globally optimal resource

assignments by carefully choosing the right amount of resources at each SmartNIC based on

the fair sharing of multiple types of network resources and the proximity of SmartNICs from an

end host. Because of the well-rounded considerations and the need to collect per-NIC resource

utilization, the global controller adjusts its assignments relatively slowly and can miss short

traffic fluctuations. To mitigate this issue, our local control plane, running at each individual

SmartNIC, quickly handles traffic spikes using the collective power of the whole pool. Without

the overhead of pinpointing other SmartNICs’ loads, the local control plane distributes a traffic

spike happening at one SmartNIC to all the SmartNICs. We reserve a small amount of resources

at each SmartNIC for the local control plane to handle traffic spikes and the majority of resources

for the global control plane. Together, global resource assignment ensures fairness and high

resource utilization, and reserved resources help deliver strong application performance.

Under NetPool’s control planes, we design a data plane that efficiently executes the

control planes’ resource allocation decisions. It models the time and space sharing of a resource

as a number of “units” and establishes a work queue for each unit of resource. Work queues can

point to a local resource or a resource at a non-local SmartNIC, in which case NetPool steers the

traffic to the destined SmartNIC via peer links.

We prototype NetPool with two Nvidia BlueField-2 SmartNICs [35] under one ToR

switch. We separate each SmartNIC as two virtual SmartNICs, each connecting to eight virtual

end-hosts. The virtual SmartNICs are connected to each other in a ring topology. We implemented
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three types of applications on NetPool: application-level data encryption offloaded to NetPool, a

key-value store with data compression and encryption offloaded, and virtual private cloud (VPC)

with firewall, encryption, and NAT offloaded. We evaluate NetPool and the ported applications

with micro- and macro-benchmarks and compare NetPool with no network disaggregation and

different resource allocation algorithms applied to the NetPool architecture. Overall, compared

to today’s data center architectures, NetPool reduces datacenter network resource requirements

by over 7.4× and improves application throughput by up to 44% in SmartNIC-bottlenecked

cases, all while ensuring fairness in a multi-tenant environment.
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4.2 Motivation

This section motivates the overall idea of network resource disaggregation and presents a

data-center traffic analysis that drives NetPool’s control plane design.

4.2.1 Benefits of Network Disaggregation

Although less explored than computing, memory, and storage resources, disaggregating

network resources has several key benefits for data centers. First, network disaggregation and

consolidation largely cut data center spending on network resources. A consolidated network

pool only needs to collectively provision for the peak aggregated traffic and the superset of

network accelerators used by the whole rack at any single time. In contrast, today’s data centers

often equip each end-host with a SmartNIC to handle an end-host’s anticipated peak traffic and

all network accelerators. At non-peak times or when not all types of accelerators are needed,

network resources are largely wasted. On the other hand, when an end-host’s traffic goes beyond

what an equipped SmartNIC can handle, applications experience performance degradation.

Second, deploying and managing network task offloads on SmartNICs is a demanding task,

especially when there is a need to upgrade installed SmartNICs with new ones. A consolidated

and separated network pool makes it easier to manage and change network resources, as replacing

SmartNICs in the pool could be performed incrementally while maintaining connectivity to the

end-hosts.

4.2.2 Data Center Traffic Analysis

To understand network behavior in real data centers, we analyze two sets of traces: a

Facebook trace that consists of Web, Cache, and Hadoop workloads [142], and an Alibaba trace

that hosts latency-critical and batch jobs together [68].

We first perform a consolidation analysis where we calculate the sum of peaks in each

individual end-host’s traffic (sum of peak) and the peak of aggregated traffic within a rack
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Figure 4.5. Traffic Bursts in 1-millisecond windows.

and across the entire data center (peak of sum). These calculations model the cases of no

disaggregation and disaggregation and consolidation at the rack level and the data center level.

As shown in Figure 4.2, for both data centers, a rack-level consolidation can potentially reduce

network resource usage by an order of magnitude than no consolidation.

We then analyze the load spikes in these traces by comparing different end-hosts’ spikes

and analyzing whether they spike at similar or different times, which implies how much chance

there is for efficient consolidation. Specifically, we count how much time in the entire 1-day

trace X number of end-hosts spike together. Figure 4.3 shows that 55% of the time, only one

or two servers spike together, and only 14% of the time, four or more servers spike together.
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This result shows that servers mostly spike at different times, confirming the large potential for

consolidation benefits.

We further analyze the difference between peak-of-sum and sum-of-peak at different time

scales. As the Facebook and Alibaba traces do not provide fine-grained time-scale information,

we analyze a set of fine-grained, packet-level traces collected from university data centers [88].

We calculate the sum of peak and peak of sum traffic inside a time window of different time

scales, ranging from 1 millisecond to minutes. Figure 4.4 shows the average results from 100

randomly sampled windows of the trace. As seen, the peak of sum at all granularity as low as

1ms is always significantly lower than the sum of peak, indicating the benefit of network resource

pooling at both coarse and fine time granularity.

Traffic at finer granularity is hard to handle with a global controller when scaling to a

rack’s servers. For example, to achieve resource fair sharing, running a typical algorithm like

DRF [61], HUG [41] and DRFQ [60] at a centralized location takes more than 23 milliseconds

(shown as the red vertical line in Figure 4.4. A naive approach to managing pooled network

resources is to ignore traffic spikes that happen at the fine granularity and only have a global

controller perform resource assignment at a coarse granularity (e.g., allocating resources for each

flow instead of packets). To understand the implication of such naive approaches, we analyze

how significant traffic spikes are within a small time window of the above traces. Figure 4.5

shows the average traffic load and the peak load at 1ms granularity of our sampled windows. At

the 1ms granularity, the peak minus the average can be viewed as traffic spikes. As seen, the

peak load is significantly higher than the average load, indicating that spikes account for a large

amount of traffic and cannot simply be ignored. This result aligns with other existing works of

data-center traffic observations [88, 146, 31].

Note that all existing traffic analysis is based on a non-disaggregated network architecture.

With network resource pooling and aggregation, spikes can occur more frequently because

applications can use network resources beyond what a single NIC can handle. Moreover, spikes

have a greater impact on application performance because a significant spike can block all
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end-hosts under a NIC rather than a single end-host. Therefore, it is crucial to manage network

resource pooling at all time scales.

4.3 NetPool Overview

NetPool is a disaggregated SmartNIC system that consolidates and shares the SmartNIC

resources inside a rack, including programming ARM cores, hardware accelerators, and network

bandwidth, to increase the SmartNIC resource utilization. In NetPool, multiple hosts in a rack

connect to a multi-ported SmartNIC. These SmartNICs connect to each other using peer links,

and each connects to the data center network through the Top-of-Rack (ToR) switch. NetPool

allows each host to utilize the SmartNIC resources on its directly attached SmartNIC (we call it

the home NIC), as well as resources on other NICs in the pool.

NetPool achieves several critical goals simultaneously: G1) effective network resource

pooling with significant cost cut and high resource utilization; G2) delivers high application

performance even when traffic load changes quickly; and G3) isolation and fair sharing of all

resources in the pool.

Achieving each of them is relatively easy, but these goals combined in the pool setup

present unprecedented challenges. For example, G1 implies that NetPool right-provisions at the

pool but not the SmartNIC level, and a NIC in the pool can often be over-committed. When that

happens, to fulfill G2, NetPool needs to quickly redirect the overflow traffic to a non-home NIC,

especially for short-term, ephemeral spikes. Traffic redirection can be quick if each NIC always

makes its own decision without considering other NICs’ resource usage. However, that violates

G3, as fair sharing of the pool’s resources requires a global picture of all NICs in the pool.

To confront these challenges, we propose a two-layer approach that incorporates a global

controller for handling the bulk of the traffic load and local controllers for handling short-term

traffic spikes. Our observation from Section 4.2.2 is that data-center traffic could be decomposed

into longer-term patterns and ephemeral traffic spikes. Longer-term patterns make up the majority
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of traffic. Thus, ensuring their fair and efficient network resource utilization ensures fair sharing

and high utilization in the long run. Meanwhile, their relatively slower changes allow for a

more sophisticated resource allocation algorithm to be executed at a global level. NetPool

performs global tenant-level resource partition for long-term traffic. NetPool’s global control

plane, running at a centralized location in a rack, first figures out the amount of resources to

be reserved for ephemeral traffic at each NIC and each hardware resource type, then allocates

a total, pool-level amount of different hardware resources to a tenant in a fair way, and finally

determines how the allocated total resources map to different NICs in the pool.

Ephemeral traffic, often manifested as microbursts and traffic spikes, happens quickly

and accounts for only a small portion of total traffic, but not handling them timely could highly

impact application performance because of the link congestion they cause. NetPool performs

local packet level per resource timeshare through resource reservation. NetPool handles them

by reserving a small portion of resources at each NIC, detecting ephemeral spikes at individual

NICs, and evenly distributing the traffic to all NICs in the pool. This NIC-local control plane

allows for fast reaction to traffic load changes, as no global information is needed when making

decisions. Meanwhile, the amount of potentially unutilized resources (reserved but no spikes)

and the potential degree of sub-optimal fairness only account for a tiny portion of the entire

pool of resources. NetPool’s global control plane still ensures end-to-end fairness and resource

utilization in the long run.

Underneath NetPool’s global and local control plane, NetPool’s data plane represents

each type of resource as a set of virtual units, each being the smallest piece of time- or space-

sharing entity. NetPool associates a work queue for each unit. If the unit represents a non-local

resource, NetPool steers the traffic to the corresponding destination NIC. NetPool assigns work-

queue units of different types to a network flow based on the assignment of the control plane,

thereby achieving fairness in a hardware-agnostic way.
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4.4 NetPool Design

This section presents the control plane and data plane of NetPool and discusses how we

achieve good performance, high utilization, and multi-tenant fairness. We defer implementation

details to Section 4.5.

To use NetPool, each tenant specifies the chain of offloading accelerators/cores for

their application (e.g., general-purpose core, followed by encryption accelerator, followed by

compression engine). They also specify an estimated load relationship across the offloading

types as a vector of values between 0 and 1, Vk =< Rk
1,R

k
2, ..R

k
n >, where k represents tenant k

and n is the total number of resource types (e.g., < Rk
1 = 1,Rk

2 = 0.8,Rk
3 = 0.5 > to represent all

traffic goes through a general-purpose core, 0.8 of it goes to encryption, and 0.5 to compression).

At runtime, applications send traffic via our DPDK-based library at each end-host.

4.4.1 Traffic Separation and Resource Reservation

Before introducing NetPool’s resource allocation algorithms used at the global and local

controllers, we first describe how NetPool determines the amount of load that belongs to long-

term traffic and the amount that is considered ephemeral. NetPool reserves the latter amount for

the local control plane and leaves the remaining amount under the control of the global controller.

Traffic monitoring. At every monitoring window (set to 1 ms by default), NetPool collects two
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Algorithm 1. Resource Reservation At Each Adjustment Period

1: Input: Resource vector Vk =< Rk
1,R

k
2, ..R

k
n > for tenant k

2: Output: Total reserved amount for resource type i in pool
3:
4: for w = 0 to ad just− period− length−1 do
5: Dw

k ← monitored demand traffic for tenant k
6: T w

i ← monitored traffic handled at resource type i
7: end for
8: Pi←maxw T w

i
9: AvgDk ←wDw

k
10: AvgDk

i ←AvgDk×Rk
i

11: AvgDi←∑k AvgDk
i

12: return Pi−AvgDi
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Figure 4.7. Example Tenants Sharing Resource in NetPool.

types of information at the pool (rack) level. The first is the average traffic demand from each

tenant (hereafter, we use tenant and application interchangeably). NetPool monitors the outgoing

average traffic amount from each tenant at each end-host. It monitors the incoming traffic for

each tenant at the ToR switch. Adding the incoming and outgoing traffic across, we get the total

average traffic demanded by tenant k for window w, Dw
k . As these values are not limited by the

network pool’s processing capacity, they reflect true demand from the tenant. The second type

of information NetPool collects per window is the traffic handled by each offloading hardware

across all tenants. NetPool aggregates this value across the whole pool to get traffic amount T w
i

for window w and resource type i.

Resource reservation. NetPool adjusts the amount of long-term and ephemeral traffic in the

pool periodically using Algorithm 1. We set the monitoring window length based on how fast
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Figure 4.8. Constructed Network Flow. Orange components marks the same path in hardware
and in constructed network flow graph. Blue edges represent traffic steering between one NIC
and another, which is associated with a cost, c. W represents the resource amount on an edge.

we can collect traffic information (default to 1 ms) and the length of the resource adjustment

cycle based on how fast the global controller can collect global information and use it to assign

resource allocation (e.g., 10 ms with our testbed, or every ten monitoring windows). At the end of

each adjustment cycle, NetPool collects all the per-window traffic information for the past cycle

across all servers in a rack. It calculates the peak traffic handled by each resource type across all

the SmartNICs in the rack pool as Pi = max(T w
i ) over all the windows w in the cycle. This value

represents the peak of sum traffic that the pool has to handle in the past cycle, which we use to

estimate the peak of sum in the next cycle. NetPool then calculates the average demanded traffic

by each tenant for each resource type i. Specifically, we get the average monitored traffic demand

for a tenant k across the adjustment cycle, AvgDk = avg(Dw
k ) over all the windows w. We then

multiply this value with the resource vector value for each resource type i to get per-resource

and per-tenant average demand, AvgDk
i = AvgDk×Rk

i . This is the estimated longer-term, stable

traffic of tenant i. Afterward, we sum this value across all tenants to get the sum of long-term

traffic across all tenants, AvgDi = sum(AvgDk
i ). The difference between Pi and this value is the

short-term traffic. Thus, for each resource type i, NetPool reserves the corresponding amount,

Reservei = Pi−AvgDi to handle the potential short-term traffic spikes in the next adjustment

cycle.
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4.4.2 NetPool Global Resource Allocation

For long-term traffic, our goal is to perform global resource allocation of the non-reserved

resource amounts, i.e., total physical resource amount of a type i minus the reserved amount,

Reservei. Furthermore, we aim to achieve fair resource allocation while being work-conserving.

To achieve this goal, we design a global controller that runs at a centralized location and assigns

per-tenant, per-type, and per-NIC resources periodically (every adjustment cycle).

Fair per-tenant resource allocation. NetPool fairly allocates the available resource of each

type to each tenant based on its demanded resource amount. From Section 4.4.1, we have AvgDk
i

as the demanded resource type i from tenant k. We determine the allocated resource amount Ak
i

for type i to tenant k using an adapted Dominant Resource Fairness (DRF) algorithm [61], with

the output being ⃗Allocated, a vector of allocated traffic per tenant. DRF allocates resources of

different types based on the dominating resource type. We adapt DRF for the global controller to

scale to process a rack’s network resource changes promptly (i.e., finishing within one resource

adjustment cycle). As an optimization, we adopt an approximate and iterative version of DRF

algorithm, DC-DRF [89], which computes tn approximate allocation within a deadline and

improve when deadline increases. We stop the resource allocation exploration when it finds the

perfect solution or runs beyond the preset deadline (20 ms), to get timely allocation results. As

NetPool adjusts resource assignments frequently, the slight degradation in a particular cycle’s

assignment is acceptable.

Resource placement. The above step determines the amount of resources (of a type) in the

entire pool. Unlike single NICs, assigning an amount to a pool of SmartNICs involves dividing

the amount across different SmartNICs under a topology. Ideally, all allocated resource amounts

for a tenant are placed on its home NIC (i.e., the NIC directly connected to it), as doing so avoids

incurring additional latency to go through a non-local NIC. However, the global controller’s

allocated amount targets the whole pool’s resource availability and can go beyond the available

resources in a single NIC, especially when multiple tenants on the same server have a high
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demand for the same type of resource. Thus, our goal for resource placement is to achieve

minimal steering latency globally across all tenants.

Our idea is to treat every traffic steering from one NIC to another as adding a cost to the

whole system and the amount of resources available at a hardware accelerator or as assigned to a

tenant as “flow”. Minimizing the impact of traffic steering while allocating all the resources of

⃗Allocated to tenants then becomes a multicommodity min-cost max-flow problem [76, 77, 157].

We now illustrate how we construct the min-cost max-flow graph for a NIC pool step by step.

First, we model each tenant as the source (or sink) graph node and, similarly, the ToR

switch as the sink (or source) graph node. We connect the tenant graph nodes to their home NIC

with edges having weights of the tenant’s allocated resource amount. We connect the ToR graph

nodes to all NICs with weights equal to the link bandwidth. Within each NIC, we use a pair

of graph nodes to represent one accelerator (resource type) (e.g., Rs and Re for the encryption

engine in NIC1 in Figure 4.8). The weight of the edge between the pair of nodes represents the

total capacity of the accelerator.

Second, we introduce the peer links between NICs to represent the possibility of steering

traffic from one to another. As there can be multiple types of resources in each NIC, we connect

the graph nodes representing the same resource type of two peer NICs (blue edges in Figure 4.8).

To represent the performance overhead of sending traffic to more NICs, we give each such edge

a constant cost c.

Finally, we add directed edges between two accelerators or between the tenant source

node and an accelerator to represent the tenant’s demanded chain of acceleration (e.g., tenant b

first accesses encryption and then compression). For each such directed edge, we add a special

“Adjust” graph node to represent the ratio between the previous node and the subsequent node, as

a tenant can be assigned different amounts of resources for different types (accelerators).

With the full graph constructed, we then solve the min-cost max-flow problem. The

result shows which steering edges to enable and how many resources to assign for each resource-

capacity edge. This information is labeled as Dispatch array in Figure 4.6 and enforced with the
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traffic dispatcher at runtime.

Constructing and solving the above min-cost max-flow problems can take long [144, 46].

By default, we perform such problem-solving at every resource adjustment cycle at the global

controller. To reduce this scheduling overhead, we apply an optimization to skip re-running the

full algorithm when no new tenants are added or removed in a cycle. As our cycle granularity is

fine enough for the allocation change to be incremental, we could checkpoint the solver state of

the previous cycle and continue the iterative optimization with the incremental traffic difference.

4.4.3 NetPool Local Controller

After the global resource allocation (Section 4.4.2), we get the reserved amount for each

resource type i at each NIC to be the amount of resources unallocated by the global controller.

The NetPool local controllers running at every NIC use these reserved resources to handle traffic

spikes. Specifically, when the received traffic amount exceeds the globally allocated resource at

a type, the local controller evenly distributes the exceeded amount across all NICs in the pool.

We use this simple algorithm to handle traffic spikes instead of attempting to get to a global

optimum so that each NIC can quickly adapt to traffic spikes.

4.4.4 NetPool Data Plane

SmartNIC data path enables packets to be taken from hosts or datacenter network, to

be forwarded between NICs in the pool to finish chain offloading, and sent back to datacenter

network or target hosts. In this section, we focus on three important things: First, how does the

data plane enable sharing of resources over the pool; Second, how does the data plane separate

the long-term and ephemeral traffic and enforce different policies on them.

Sharing SmartNIC Resource in a pool. Today’s SmartNICs contain various types of computing

units, such as general-purpose CPU cores, encryption engines, ML accelerators, FPGA, etc.

Some of them can only be time-shared (e.g., a single CPU core), while others can be shared

both temporally and spatially (e.g., FPGA). NetPool abstracts different interfaces and sharing
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methods into one sharing model. Regardless of the form of the units, we abstract them as

per-packet accelerators. For each type of resource on one NIC, regardless of the actual hardware

communication method, we abstract it as a single work queue on NIC. The accelerator will

process one packet from the queue at each time. All queues are lossless in the implementation

and will backpressure the sender if the queue is full.

For resources on multiple SmartNICs, NetPool also allows one packet to be processed

on multiple SmartNICs in its chain offloading. NetPool enables sharing by forwarding the

request packet to different SmartNICs. As we will introduce in Section 4.5, Each packet header

will encode the information about its associated tenant and its current step in the chain. On

each SmartNIC, we implement a hardware-accelerated switch and forward infrastructure to

dynamically route one packet to different NICs through the peer links. The forwarding target

SmartNIC will finish the chain offloading based on the information within the packet header

without extra metadata attached or communication between NICs.

Separating the traffic. Now, we discuss how we identify and enforce the policy for two types

of traffic. As shown in Figure 4.6, the first step is to identify and separate different patterns. We

achieve this by using a hardware-offloaded packet processing pipeline with traffic metering and

packet coloring. When any packet enters the NIC, a decoder determines its tenant and forwards

it to a specific traffic metering unit. The unit use token bucket to meter the performance, and

mark the packet as green if it is within the traffic rate limit calculated by control plane, we see

this packet as part of long term traffic; otherwise, we mark it as red to indicate that it belongs to

ephemeral traffic. The rate limit is updated every decision interval based on the allocated traffic

vector.

This separation only happens at the start of the chain. The marked color will be persisted

in the header packet to keep the information. The assigned color will be restored from the header

at the decoder and reused in later offloading steps, even on another SmartNIC.

Enforcing the fair share and placement for long-term traffic. We achieve fairness and

low latency by enforcing the global controller’s allocation and mapping results. After being
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separated, the long-term traffic will be dispatched to its next physical resource based on the

resource allocation vector. For example, in Figure 4.6, the allocation vector shows that it is

configured to use 2 units of accelerator unit on NIC 1 (local NIC) and 1 unit both on NICs 2 and

3, then the dispatcher will be configured to forward 50% of packets to the local accelerator and

25% each to NIC 2 and 3.

As the given share is allocated to the tenant, the dispatch could safely dispatch the

packets without worrying about offloading resources’ capacity. This dispatching happens after

each step of the offloading chain. The weighted dispatching algorithm is implemented in a

hardware-accelerated module using ring hash, as will described in Section 4.5.

Sharing and isolating ephemeral traffic. Different from long-term traffic, ephemeral traffic

is fast-changing and unpredictable and may show very different patterns across different flows.

It changes quickly (usually at µs level), and random distribution requires it to be handled at

the packet level. In NetPool data path, we prioritize packet-level high utilization for ephemeral

traffic with tenant-level isolation.

After separation, the ephemeral traffic (red flows in Figure 4.6) will be handled by a per-

resource dispatching unit and be dispatched to its next required resource according to the reserved

resource mapping, similar to the long-term traffic. Although the dispatcher works locally, it

evenly dispatches packets onto reserved resources, ensuring that each packet in ephemeral traffic

will only be steered once for a single resource type. As the amount of ephemeral traffic is

unpredictable for each tenant, we need a data path mechanism to ensure the isolation between

different tenants. The isolation is enforced at the entrance of each ephemeral dispatcher. To

implement the isolation, we insert a work-conserving weighted fair queuing (WFQ) scheduler

between the tenant queues and the dispatcher to fairly admit tenants into the queue based on the

weight of the allocated resource amount. The dispatcher will try to dispatch packets until all

destinations fully utilize the resources allocated.
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Figure 4.9. Hardware Accelerated Implementation of NetPool Datapath.

4.4.5 NetPool Reliability

NetPool’s reliability implications are in two facets. First, our proposed rack-scale archi-

tecture connects multiple servers to one SmartNIC. Thus, if a SmartNIC loses its connectivity,

all servers connected to it could be disconnected from the rest of the data center. Note that a

SmartNIC can lose its accelerator processing but still maintain basic packet forwarding. In this

case, NetPool controller treats this failed SmartNIC as containing zero accelerator resource and

steers traffic to other SmartNICs in the pool. Also, a potential mitigation is to connect each

server to two SmartNICs in the pool, which allows for one to fail.

Second, software components in NetPool can fail, including local controllers and the

global controller. When the former fails, NetPool degrades to a global-control-plane-only solution

by not handling traffic spikes but still handling long-term traffic. When the global controller fails,

NetPool degrades to a local-only control plane, where traffic exceeding a SmartNIC would be

directed to the remaining SmartNICs in the pool without any global coordination. Future works

can investigate the possibility of adding a high-availability shadow global controller to take over

the global control plane when the primary global controller fails.
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4.5 Implementation

We implement our design on a Mellanox BlueField-2 SmartNIC with 3.4K C++ LOC.

The NetPool data path is implemented as a platform-independent, hardware-offloaded packet

processing pipeline, leveraging the power of d pdk generic flow [1], traffic metering [3], and

traffic manager [2] libraries. The control path is implemented as user-space processes that fetch

metrics and send decisions through assigned high-priority DPDK ports. We implement the

deadline-constrained DRF algorithm together with a check-point-enabled simplex method solver

for resource allocation. We implement three offloading services with NetPool resource interface,

including RegEx matching, compression acceleration, and packet encryption. The former two

utilize hardware accelerators, and the latter one utilizes the ARMv8 cryptographic extension and

runs on ARM cores.

Host and datacenter network Interface. We provide the interface to hosts as a kernel-bypassed

networking library, similar to the DPDK interface. We provide a thin host driver layer, mostly a

set of ring buffers that connect to its home NIC’s ring buffers for each tenant. When a new tenant

is added/removed, the corresponding rules about tenant identification and resource requirements

are provided to the driver and inserted into NetPool’s data and control path. To enable packets to

be exchanged between hosts, as shown in Figure 4.9, we modify the packet format and insert

a header after the IP and transport headers to encode the tenant ID, offloading chain progress,

and other metadata that need to be preserved when passing across different NICs. The header is

automatically added and removed when it enters and leaves NetPool by the NetPool data path.

NICs are connected using peer links built on top of reliable Ethernet.

Datapath implementation. The major challenge in the implementation is implementing a full

hardware accelerated data path. Notably, we implement a fully offloaded weight-based packet

dispatcher, as multiple dispatches are required in chain offloading for both long-term and

ephemeral traffic. DPDK-provided software dispatcher will bring significant performance

overhead (up to over 400 µs). The main idea that makes the implementation possible is converting
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a weighted dispatch to a ring hash lookup. As shown in Figure 4.9, we leverage the capability

of hardware RSS to compute a hash value (RSS value). Multiple upper bounded flow match-

action entries are inserted; each would match multiple hash values within a range whose size is

proportional to its weight, and the action would steer the packet to the target queue. The rules

cover all possible values of hash and effectively form a hash ring that forwards packets based on

the hash value. The design greatly improves both updating and lookup latency (within 1 µs).

Portability. The NetPool system could be separated into two parts: the NetPool framework,

which covers the host driver, data plane, and global controller, and the NetPool offload-

ing accelerators. We implement the NetPool framework using standard DPDK f low and

tra f f ic management libraries, ensuring broad portability across various platforms. Resources

within the framework are abstracted as generalized software or hardware components. These

components retrieve packets from DPDK queues and process them, posting the completed

packets into another queue. This design allows flexibility for offloading tasks across both CPU

cores and hardware accelerators.

NetPool framework is built upon standard DPDK libraries, making it inherently portable.

Additionally, hardware-specific offloading resources can be easily integrated through our resource

interface. For instance, while the initial implementation of NetPool was done on BlueField NICs,

we were able to port the code to Octeon TX2 NICs [5] with minimal changes— 334 lines of

code, primarily involved invoking the hardware accelerators specific to the new architecture.

Furthermore, since the steering packet exchanged between NICs is architecture-independent,

it is feasible to incorporate different types of SmartNICs within the same resource pool. A key

advantage of mixing different SmartNICs is the ability to leverage varied hardware acceleration

capabilities, enabling a more flexible and utilization-optimized system.
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Figure 4.11. Overall Application Throughput.

4.6 Evaluation Results

This section presents the evaluation results of NetPool. We first describe our testbed and

our implemented applications. We then present the overall cost-saving benefits and performance

implications of NetPool. Afterward, we present deep dives to understand NetPool’s performance

and sensitivity with microbenchmark tests.

4.6.1 Testbed Setup and Baselines

Our evaluation testbed consists of two server machines and two 100Gbps BlueField-

2 [35] SmartNICs that we use to emulate a rack-level cluster. Each BlueField-2 SmartNIC
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Figure 4.13. The utilization with different aplications.

contains 8 ARM cores and 16 GB of memory, an encryption accelerator, and a compression

accelerator. The NICs are connected to a 100Gbps Mellanox Ethernet switch. Additionally,

they are connected to each other with a 100Gbps peer link. We partition the resources of each

physical BlueField-2 NIC into two virtual NICs (vNICs), each assigned an isolated PCIe physical

function (PF) to connect to the host server. Each vNIC independently ran a complete instance of

NetPool NIC. Each vNIC communicated with the other vNIC on the same physical NIC using a

hardware-accelerated Open vSwitch (OVS) [134, 166] bridge.

Each server is equipped with dual Intel Xeon Gold 6258R CPUs and 256 GB of DDR4-

2933 memory. Each server emulates 16 virtual servers, each assigned with an isolated PCIe
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Figure 4.14. The CapEx of different SmartNIC deployment methods.
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Figure 4.15. Average latency on L7 encryption application.

virtual function (VF). Eight of them are connected to one vNIC, and the rest of them are assigned

to the other. This allowed us to evaluate the system using 32 distinct virtual servers spread across

four virtual SmartNICs.

4.6.2 Application Workloads

We implement three representative applications to run on NetPool, each one demonstrat-

ing a unique access pattern.

L7 encryption. We use this application to demonstrate that NetPool has the ability to handle

resource requirements beyond one SmartNIC’s capacity and utilize the resources in the pool. We
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Figure 4.16. The throughput of L7 encryption application.

generate a flow with increasing traffic with tenants on a single NIC, increasing from 0 to the

pool’s processing capacity. We generate background traffic evenly to other tenants at the same

time and decrease them accordingly to keep the total traffic amount within the pool’s capacity.

Key-value store with compression and encryption. We use this application to demonstrate

NetPool’s ability to handle highly skewed workloads across different servers. The skewed work-

loads are commonly used for evaluating key-value stores [82] and are supported by observations

from real-world deployments. In the experiment, we generate workloads with a fixed total traffic

bandwidth (our assumed pool-level max utilization), and the distribution of each individual server

follows a Zipf distribution with varying skewness parameters. As illustrated by Figure 4.17, the

traffic requirements could go higher than a single NIC’s capability in both pooling and normal

provisioned cases.

Virtual private cloud with firewall, encryption, and NAT. We use this chain offloading appli-

cation to demonstrate NetPool’s ability to handle short-term bursts and traffic changes. This

sudden traffic change could cause GBs of traffic change within a second, which is common

in networking and is well evaluated in network systems [82]. We generate traces with sudden

traffic changes at the boundary of every second, with different source and target rates, to evaluate

NetPool’s ability to handle short-term traffic changes.

Mixed workload. Finally, we test a case that mixes all three above traffics together. We randomly
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assign the traffic to different tenants. The three different applications feature different offloading

chains and share (compete for) multiple types of resources, including encryption engines and

in-out bandwidth. We evaluate the ability to share fairly and isolate the resources in this setup.

4.6.3 Network Resource Consolidation Benefits

We first demonstrate that NetPool’s capability of consolidating and fair sharing of

network resources as a pool. We deploy three single resource tenants in NetPool; two of them

are connected to NIC1, and the last one is connected to NIC2. We launch them in order and

log the throughput change over time in Figure 4.10. After we launch tenant 1, although it is

only connected to one SmartNIC, it quickly takes utilization of resources beyond one SmartNIC,

up to 97% of the total resources of all 4 NICs. Later, after the other two tenants are launched,

they fair share the resources in the pool, utilizing 95.2% of total resources. Each tenant stably

utilizes resources beyond a single NIC’s limit, thanks to NetPool’s fair resource allocation and

low latency data path design.

4.6.4 Overall Application Performance

Baselines. We compare NetPool with today’s data-center architecture, where each server is

attached to a SmartNIC with different capacities (NonPool).

First, we present the benefits and performance overhead under different access patterns

with the overall performance of applications. The total amount of generated traffic is set to

the capacity of the pool, which aligns with our design goal. We compare NetPool to non-

disaggregated baselines, where we attach a SmartNIC with half the capacity as the SmartNIC in

NetPool to each end-host (i.e., total rack-level capacity is four times that of NetPool).

Figure 4.11 shows the aggregated throughput of the testbed. The error bars show the

best and worst cases under different patterns for the same application. NetPool outperforms the

NonPool solution, even as NonPool has four times more resources than NetPool. Encryption

and mixed workload benefit more, as sharing resources beyond a single NIC happens more
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frequently in these cases. Figure 4.12 presents the latency results. Similarly, NetPool largely

reduces application average and p99 latencies compared to the baseline.

Figure 4.13 shows the overall resource utilization. NetPool handles different traffic

patterns, including those with extreme traffic changes or ephemeral bursts, while keeping

constantly high resource utilization (over 87.3% under all scenarios) across different applications.

In contrast, the non-disaggregated solution suffers from low utilization and throughput, as it can

only utilize the resources within the directly attached SmartNIC.

Overall, NetPool achieves a CapEx cost and energy saving of around K, where K is

the ratio of servers to SmartNICs (eight in our default configurations). Figure 4.14 shows the

estimated capital expenses (CapEx) of different SmartNIC deployment model that provides

similar capacity. Considering the cost of SmartNIC hardware, as well as datacenter resources

(including ToR port density, network cabling, and rack space), NetPool features a disaggregated

sharing model and brings high resource utilization without needing to change the existing

network topology.

In summary, compared to today’s data-center that provisions a SmartNIC for each

individual server, NetPool reduces total network resources by multiple times while maintaining

comparable application performance. Under cases that reach per NIC resource limitation (which

is common with SmartNIC offloading), NetPool could bring up 44% higher throughput and over

72% latency reduction by sharing the resources within a pool to mitigate congestions.

4.6.5 Performance Breakdown

In this section, we examine NetPool’s performance across various traffic patterns, high-

lighting its ability to manage different traffic and sharing requests. We compare NetPool with

three alternative resource pooling implementations that use the same hardware architecture as

NetPool but with different resource allocation algorithms and mechanisms: an ad-hoc steering

system (Local) that redirects tasks to peer NICs when local resources are exhausted, a global

resource allocation approach that performs tenant level resource allocation (GlobalTenant),
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Figure 4.18. The Utilization under Zipf Traffic Distribution.

and a centralized resource-fair packet scheduling system (GlobalPacket) that fairly distributes

resources at the packet level. All three alternatives are implemented by using NetPool’s hardware-

accelerated data path to ensure a fair comparison.

Handling Traffic Scaling Beyond Single NIC

We evaluate NetPool’s resource scaling ability using an L7 encryption application. In

this experiment, a single tenant is placed on one NIC, and we gradually increase the encryption

unit’s resource requirements from zero to the full capacity of the resource pool. The results are

divided into two phases: in the first phase, we scale the traffic from zero to the capacity of a

single NIC; in the second phase, we scale the traffic from one NIC’s capacity to the full capacity
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Figure 4.19. The Latency Changes under Ephemeral Patterns.

of the resource pool.

Figure 4.15 shows the performance overhead, measured by latency in different phases.

NetPool keeps one of the lowest latency. In the local NIC phase, NetPool’s global allocator adds

negligible (up to 1.2%) overhead compared to a NonPool solution. GlobalPacket has the highest

latency as all the decisions need to go through a centralized scheduler, even when all packets

are from a single NIC. In the Multi-NIC phase, both Local and GlobalPacket methods’ latency

spikes as multiple packet steerings are required to find the available unit. Local performs worse,

as a lack of global view could cause one packet to be redirected multiple times before it could

be processed. By avoiding the unnecessary steering (from global tenant-level allocation) and

handling the ephemeral spikes efficiently, NetPool keeps stable latency and tail latency.

Figure 4.16 evaluates the total throughput in different phase. This challenges the systems’

ability to utilize the available resources inside a pool. GloablTenant’s utilization drops in multi-

NIC phases as its allocation is not fast enough to capture the swift ephemeral traffic changes.

Local methods’ lack of global view causes low utilization on far-side processing units, as well as

long latency that triggers packet drop. NetPool have the highest resources and over 93% resource
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Figure 4.20. Throughput under Different Ephemeral Changes.
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Figure 4.21. Average fairness of mixed pattern.

utilization on its peak throughput.

Handling Skewed Traffic Distribution

In this section, we evaluate NetPool’s performance when traffic amount distribution over

different servers is skewed. With a non-pooling solution, the traffic will flood on servers and

likely cause performance downgrade and service failure.

Figure 4.18 shows the throughput and utilization comparison of different allocation

methods under different skewness. NetPool handles the long-term skewed traffic in the pool by

allocating the resource in the pool to adapt the hot points in the pool and gets the best performance
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Figure 4.23. NetPool Scalability.

over different solutions, especially under the more extreme (zip f = 0.99) distribution patterns.

NetPool achieves both high utilization and fair allocation of resources.

Handling Ephemeral Traffic Changes

We evaluate two different cases of ephemeral traffic. First, we change the traffic load

every second (Change). Second is the burst traffic, where we keep the average throughput

unchanged and introduce a burstiness with different rates at the beginning of each second (Burst).

Figure 4.19 shows the traffic pattern and corresponding latency changes under different

methods. Similar to latency, the drawbacks of the solutions mentioned above also affect the
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Figure 4.25. Utilization and Fairness under Overcommitment.

throughput, as shown in Figure 4.20. NetPool achieves lower latency than GlobalTenant solution

over time for both workloads. Due to the slow response and full utilization, the GlobalTenant

solution fails to respond to spikes and is slow to change with the changing pattern. The staled

resource allocation could sub-allocate the resource (leading to increasing latency) and over-

allocate resources (leading to lower throughput and utilization) on different changing patterns.

And, as a spike could easily be as large as the total capacity of the cluster in a short time,

in the GloablPacket solution, a centralized scheduler without enough resources (which is the

consolidation goal) will be easily flooded by the packets and results in long schedule time and

lower throughput.
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Handling Mixed Resource Requirements

Lastly, we evaluate the utilization of mixed patterns. We randomly create flows with the

three applications we mentioned above, whose total resource requirement will be the total pool

capacity. This challenges NetPool’s ability to keep multiple resources fairly allocated.

Figure 4.21 shows the average fairness of different pooling methods, compared to an

offline computed, fully domain resource fair allocation method. As seen, NetPool achieves

optimal fairness with mixed resources and fast-changing requirements. The unfair resource

allocation behavior is observed in both GlobalTenant and GlobalPacket methods due to the

high centralized decision overhead, which cannot match the speed of flow traffic change and

flow creation. NetPool’s optimized centralized scheduler ensures real-time fair allocation. With

per-resource isolation, NetPool’s local traffic handling only causes up to 11% unfair traffic,

compared to over 37% error when using other methods.

4.6.6 Microbenchmark Results

In this section, we take an in-depth view of NetPool’s technical decisions with synthetic

traces and simulations.

Global Controller Scalability

The design goal of NetPool is to support tens of SmartNICs to be deployed in the

cluster with hundreds of tenants. We simulated the traffic pattern with up to 480 tenants and

evaluated NetPool performance. Figure 4.22 shows the breakdown of controller decision time.

NetPool’s deadline-constrained implementation and optimized resource allocation greatly reduce

the search time for finding a fair resource allocation while keeping strong fairness between

tenants. Figure 4.23 demonstrates that the optimizations enable NetPool’s global controller to

scale as more tenants are added to the system. NetPool could keep a relatively stable latency

(up to 14.7 µs at rack scale) when scaling to support hundreds of tenants. In comparison, the

unoptimized algorithm takes up to 243 milliseconds to finish the cycle for 480 hosts. Also, the
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utilization will be largely dropped to 63.4% due to the long decision cycles, while NetPool keeps

a constant high utilization of over 93%.

Ephemeral Traffic Steering

Figure 4.24 shows the latency comparison with different methods that handle ephemeral

traffic at packet level. NetPool outperforms other scheduling methods, thanks to the design

of resource reservation and fully local traffic steering. When the number of NICs in the pool

increases, Local suffers from frequent packet re-schedule while GlobalPacket is threshed by its

centralized global controller.

Performance with Overcommitment

By design, NetPool should have enough resources for peak requirements in the resource

pool. However, when the total required traffic is larger than the capability of the resource pool,

we could still maintain fairness and isolation between tenants. Figure 4.25 shows that throughput

and fairness when overcommitting. While NetPool cannot saturate the required bandwidth in this

rare case, it could still keep strong performance isolation and near-optimal resource utilization

without being affected by the scarcity of resources.

4.7 Related Works

Unlike other types of resources, network disaggregation has only received limited at-

tention. One of the early forms of network disaggregation is multi-host NICs [4, 78, 62]. One

multi-host NIC connects to multiple servers (e.g., 2 or 4) via PCIe connections and provides

traditional Layer-1/2 functionalities. These works only provide consolidation at a single NIC

level. When traffic goes beyond the NIC, they have to slow down traffic, impacting application

performance. In contrast, NetPool pools network resources at the rack level and allows one end

host to use resources of the whole pool.

Recently, Bansal et al., proposed Sirius, a system to disaggregate network function
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accelerators into a separate rack [29]. Although sharing the network resource disaggregation

and consolidation idea with NetPool, NetPool differs in several key aspects from Sirius. First,

Sirius disaggregates network accelerators to a separate rack from compute racks, while NetPool’s

pooling happens within the same rack as where applications run. Second, servers in Sirius

are still equipped with regular NICs connected to ToR switches in the compute racks, while

NetPool’s servers directly connect to SmartNICs in our pool. Third, all network devices in the

Sirius pool are treated equally, as they all have the same distance from compute servers, while

NetPool treats SmartNICs in our pool differently as they have different proximity to servers.

Finally, NetPool supports multiple types of network resources and focuses on the fair sharing of

these resources across tenants, which is not addressed in Sirius.

4.8 Conclusion

We propose NetPool, a rack-level network-resource-pooling solution. Via the combi-

nation of a global control plane, a NIC-local control plane, and a uniform data plane, NetPool

significantly reduces data-centers’ network resources while maintaining performance on par with

isolated SmartNICs and ensuring fairness in a multi-tenant environment.
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Chapter 5

Conclusion and Future Work

The challenge of data-center resource management is intensifying as applications evolve

rapidly and as heterogeneous, domain-specific accelerators proliferate. Traditional monolithic

servers—where compute, memory, and storage are statically bound—restrict innovation and lead

to poor utilization. Hardware resource disaggregation, which decomposes servers into indepen-

dent, network-attached resource pools, promises improved manageability, higher utilization, and

stronger failure isolation. Yet, when this work began, it was unclear how disaggregation could be

deployed in practice or whether it could sustain acceptable performance.

Resource disaggregation addresses the data center’s dual need for efficiency and flexibility.

By exposing a uniform interface for both local and remote resources, a disaggregated system

lets applications consume capacity beyond a single server boundary. However, early prototypes

suffered from prohibitive overheads because the “vertical” layers (hardware, network, OS, and

application) were designed in isolation.

In this dissertation, we traced those overheads to semantic mismatches across layers, then

introduced the design principle of semantic-guided co-design. We translated that principle into

several concrete systems that jointly optimize disaggregated hardware, network fabrics, runtimes,

and application abstractions. Collectively, the projects demonstrate that feasibility, performance,

and scalability can be achieved simultaneously. They also validate the practical benefits of

disaggregation: tighter resource packing, improved failure isolation, and elastic growth.
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By co-designing a disaggregated memory cache with application-level insight, chapter 2

presents Mira, which delivers transparent and efficient far-memory to diverse applications

without invasive data-structure refactoring or opaque swap-based paging. Mira uses static

program analysis at compile time to classify objects, predict access phases, and orchestrate

placement and prefetching across local DRAM and RDMA-backed memory. It adapts online to

workload and system dynamics. On data-intensive workloads, Mira improves execution time by

up to 18× and halves tail latency versus the best swap-based and API-driven approaches, proving

that intelligent cross-layer insight is key to near-local performance.

By co-designing specialized hardware at the memory node with unified management

and networking support at the compute node, chapter 3 shows that Clio enables disaggregated

memory that is dynamic yet still offers local-like latency and full line-rate bandwidth. The

redesign collapses the traditional read/write path—from CPU instructions, through page ta-

bles, to DIMMs—into a streamlined networking protocol that eliminates duplicated state and

communication-centric overheads. Clio introduces a hardware virtual-memory engine, a 100

Gbps packet network, and an offload framework inside an FPGA memory blade, paired with

a lightweight client library. Across micro-benchmarks and real workloads, Clio sustains a 2.5

µs median load-to-use latency, scales throughput linearly with additional blades, and reduces

energy by up to 3.4× compared with CPU-centric alternatives.

Further when we shift our focus from a single disaggregated application to cluster level,

how to coordinate applications and manage resources become a new challenge. By co-designing

the network resource managemer with data-center traffic patterns, chapter 4 introduces NetPool,

which serves network bandwidth and in-network computation as a disaggregated, rack-scale

service that reacts at microsecond time scales. NetPool moves packet-processing offloads from

every host NIC into a shared pool of SmartNICs. A control plane elastically replicates chains of

network functions, while a highly parallel data plane multiplexes many tenants. The design boosts

overall utilization, and maintains low-latency packet handling—showing that disaggregation

principles extend naturally beyond compute and memory to the network datapath.
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5.1 Future Work

With ever-growing application demands, we expect resource disaggregation to emerge

as a new standard abstraction for datacenter resources. Much like Infrastructure as a Service

(IaaS) and Function as a Service (FaaS), a “Resource as a Service” model would let applications

acquire capacity from datacenter-wide pools, independent of the underlying hardware topology,

and thereby enjoy on-demand utilization, flexible resource ratios, and effectively unlimited

scalability.

5.1.1 Boosting Disaggregation Research with Composable Components

Progress in resource-disaggregation research has been sluggish because the community

still lacks essential tooling. Without firm foundations, advances remain hard to reproduce,

compare, or compose. A particularly impactful direction is the creation of configurable and

portable components. Useful items include:

1) A comprehensive benchmark suite for resource disaggregation. Today, evaluations

rely on ad-hoc microbenchmarks that reveal only fragments of system behavior and could

not provide a comprehensive view on disaggregated systems. The community needs an open,

versioned suite that spans: Microbenchmarks for latency, bandwidth, and consistency under

varying topologies; Application kernels such as key–value stores, analytics pipelines, and

ML training loops; End-to-end workloads that mix CPU, memory, storage, and accelerator

pressure. A shared suite would enable fair comparisons, surface trade-offs, and accelerate

iterative improvement.

2) Composable disaggregation components. Consider remote memory: kernel-space

RDMA networking and remote paging have been explored, yet no stable, reusable toolkit

exists. Neither a maintained kernel module nor a user-space path built on userfaultfd [24]

is available across kernel versions. An understandable, well-tested data path—packaged like a

library—would let prototypes migrate across kernels, foster broader experimentation, and let
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other subsystems (e.g., live migration, checkpointing) reap the same benefits.

3) A separated, declarative policy interface. Current prototypes entangle mechanism

with hard-wired, implementation coupled policies. As an example, for disaggregation memory

placement, replication, and admission control are usually hard coupled with datapath implemen-

tations. A small, declarative API expressed as, for example, eBPF hooks or a domain-specific

language, would let researchers plug in new scheduling or consistency policies without touching

the data path. Decoupling policy from mechanism reduces code churn, broadens participation,

and ultimately shortens the path from idea to reproducible result.

5.1.2 Clean-Slate Redesign of the Resource-Disaggregation Stack

Native Programming Languages for Disaggregated Resources. Contemporary lan-

guages presuppose a uniform memory hierarchy; they cannot describe, for example, one object

residing in remote HBM while another streams through a SmartNIC. Rich type-system features,

such as substructural types and generational references, can expose location and mobility in-

formation of in-memory objects, allowing the compiler to reason explicitly about placement,

prefetching, and replication. Embedding these resource-aware types would keep programs safe,

verifiable, and portable even as the underlying pool scales from a laptop-sized cluster to an entire

data center.

Portable Resource Behaviors via a Resource Contract. This dissertation treats appli-

cation and resource behaviors on a case-by-case basis: for each resource, behavior, and system

layer, we discover behaviors independently and embed bespoke protocols and message formats.

A unified resource contract, capturing lifetime, admissible reordering, and inter-resource de-

pendencies, would separate policy from mechanism and enable reuse across memory, storage,

accelerators, and the network. Such a contract would also clarify intent in non-disaggregated

deployments.
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5.1.3 Beyond Efficiency: Leveraging Disaggregation for New Capabili-
ties

Fault Tolerance. Resource disaggregation proposes both challenges and oppotunities for

building fault tolerance systems. Now applications could be executed on multiple, physically

isolated regions, each could be considered an isolated failure domain. New capabilities could

be brought, including partitioning memory pools by application region can confine faults and

enable graceful degradation. However, co-locating applications on single resource could be more

common and couples the fault handling across them. Future placement algorithms must balance

latency constraints, heterogeneous devices, and energy budgets while maximizing isolation.

Energy-Efficiency Datacenter. Resource disaggregation could optimize for energy

efficiency with the proposed co-designed approach, through considering the resources’ energy

characteristics combined with performance. Because resources are no longer captive to a single

server, idle pools can be power-gated independently. Coordinated pool-level resource request

steering and demand-driven activation could yield substantial energy savings.

Edge and IoT Environments. A semantics-driven disaggregation model extends natu-

rally to personal computing, robotics, and IoT: edge devices would expose fragmented pools

of compute, memory, and sensors. The same contracts that optimize data-center workloads can

adapt applications to volatile, bandwidth-limited links and diverse failure modes.

I ultimately envision a world in which a single program could be built for a unified, semantically

rich resource pool. It could be written once and runs efficiently on a laptop, a home cluster

of smart appliances, or an entire cloud data center adapting to the resource demands changes.

Realizing this vision will require shared baselines, modular runtimes, resource-aware languages,

and portable contracts. The work presented in this dissertation constitutes one set of stepping

stones toward that goal.
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